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Abstract—Rowhammer is a disturbance error in Dynamic
Random-Access Memory (DRAM) that can be deliberately trig-
gered from software by repeatedly reading, i.e., hammering,
proximate memory locations in different DRAM rows. While
numerous studies evaluated the Rowhammer effect, in particular
how it can be triggered and how it can be exploited, most studies
only use a small sample size of Dual In-line Memory Modules
(DIMMs). Only few studies provided indication for the preva-
lence of the effect, with clear limitations to specific hardware
configurations or FPGA-based experiments with precise control
of the DIMM, limiting how far the results can be generalized.

In this paper, we perform the first large-scale study of the
Rowhammer effect involving 1 006 data sets from 822 systems.
We measure Rowhammer prevalence in a fully automated cross-
platform framework, FLIPPYRAM, using the available state-
of-the-art software-based DRAM and Rowhammer tools. Our
framework automatically gathers information about the DRAM
and uses 5 tools to reverse-engineer the DRAM addressing
functions, and based on the reverse-engineered functions uses 7
tools to mount Rowhammer. We distributed the framework online
and via USB thumb drives to thousands of participants from
December 30, 2024, to June 30, 2025. Overall, we collected 1 006
datasets from systems with various CPUs, DRAM generations,
and vendors. Our study reveals that out of 1 006 datasets, 453
(371 of the 822 unique systems) succeeded in the first stage of
reverse-engineering the DRAM addressing functions, indicating
that successfully and reliably recovering DRAM addressing func-
tions remains a significant open problem. In the second stage, 126
(12.5 % of all datasets) exhibited bit flips in our fully automated
Rowhammer attacks. OQur results show that fully-automated, i. e.,
weaponizable, Rowhammer attacks work on a lower share of
systems than FPGA-based and lab experiments indicated but
with 12.5 % enough to be a practical vector for threat actors.
Furthermore, our results highlight that the two most pressing
research challenges around Rowhammer exploitability are more
reliable reverse-engineering addressing functions, as 50 % of
datasets without bit flips failed in the DRAM reverse-engineering
stage, and reliable Rowhammer attacks across diverse processor
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microarchitectures', as only 12.5% of datasets contained bit
flips. Addressing each of these challenges could double the num-
ber of systems susceptible to Rowhammer and make Rowhammer
a more pressing threat in real-world scenarios.

I. INTRODUCTION

Dynamic Random-Access Memory (DRAM) is the predom-
inant main memory technology in today’s computer systems.
It is cost-effective, efficient, and has a large capacity, i.e., it
can contain gigabytes of data. A DRAM array consisting of
thousands of cells of transistors and capacitors, each storing a
single bit, and has to be refreshed periodically to prevent data
loss, i.e., bit flips, due to capacitor charge leakage. Distur-
bance effects can additionally influence capacitor charge: The
Rowhammer effect [28] is triggered by frequent activations of
memory rows, e.g., due to accesses, draining enough charge
from nearby rows to cause inaccessible bits in memory to flip.
Since Rowhammer memory access patterns can be run from
unprivileged software, it can serve as a software-based fault
attack, undermining the security of the entire system [43].

Since academic Rowhammer research started in 2014, it has
gained significant attention from both the research community
and industry, particularly in three directions for Rowhammer
exploitability: The first line of works addresses the challenge
of how to exploit bit flips, e.g., by flipping bits in the page
table entries (PTEs) [43], flipping bits in secret keys [3],
flipping bits in binaries [10], or flipping bits in neural network
learned parameters [33]. The different works involve exploita-
tion techniques such as templating memory for exploitable
bit flips and then releasing the memory such that the victim
places its own data at this specific location [43, 10], spraying
memory and increasing probabilities that random bit flips
are exploitable [43], or blind hammering using speculative
execution as an oracle to observe whether the random bit
flip occurred in an exploitable location [30]. The second line
of works focuses on how to trigger Rowhammer and induce
bit flips required for the above category of works. While
initial works accessed rows alternatingly [28, 43], either in

! Since the integration and closed beta test time frame was more than two
months, we could not integrate the ZenHammer tool [20] into our framework.



a single-sided or double-sided fashion, later works discovered

that the access sequence plays a significant role [11, 8, 41,

19], that accesses to decoy rows can be necessary [8], or that

it is necessary to access rows in greater distance to induce

flips [30]. The third line of works focuses on finding memory
addresses that map to specific DRAM locations, e.g., by

reverse-engineering DRAM addressing functions [39, 50, 8§,

14, 20] and using these functions to select suitable memory

locations, or by getting physical address information which

initially has been user-accessible [43] but has been removed in
later versions of the Linux kernel [29]. More recent works use
either huge pages [8, 19, 20], massage memory allocations for
contiguity [30], or use side channels to leak physical address
information or achieve contiguity [30]. However, none of these
works had its main focus on the real-world prevalence of the

Rowhammer effect itself.

Given this lacking understanding of the current real-world
relevance of Rowhammer, we identify two research questions
to answer whether Rowhammer is a realistic and relevant
real-world threat:

RQ1 Is the currently available tooling sufficient to weaponize
the Rowhammer effect for real-world exploits?

RQ2 Given Rowhammer susceptibility ranging between 30 %
and 100 % as reported in prior works in lab setups,
which real-world systems are attackable with Rowham-
mer? More specifically, is it a relevant attack vector for
real-world threat actors given the variety of hardware
configurations in the wild?

In this paper, we address both research questions by
performing a large-scale study of Rowhammer prevalence.
The basis of our large-scale study is a new framework,
FLIPPYRAM, which allows us to run Rowhammer tests on
a large number of systems with minimal user interaction and
full automation of all steps to run Rowhammer on a system.
The framework utilizes 5 tools for DRAM addressing function
reverse-engineering and runs 7 Rowhammer tools. Afterwards,
the results are uploaded to a server when the user agrees to
participate in our study. The framework is designed to be
easily deployable across different hardware configurations and
includes a comprehensive set of Rowhammer attack patterns.

The core of our work is a user study, in which the par-
ticipants ran our framework on their systems. The study was
conducted from December 30, 2024 to June 30, 2025, during
which we collected a total of 1006 datasets from 822 unique
systems (users are able to run our framework multiple times on
the same system). We did not collect information about which
user uploaded which dataset for privacy reasons. Therefore, we
do not know the exact number of participants. The participants
were recruited primarily by distributing thousands of USB
thumb drives with our framework at conferences and events,
as well as through online channels.

We address RQ1 by evaluating whether current Rowham-
mer tooling can be fully automated and used to reliably
trigger bit flips across a wide range of real-world systems,
highlighting the challenges in weaponizing Rowhammer for
practical exploitation. We show that out of 1006 datasets,

automated DRAM addressing function reverse-engineering
was only possible on 453 (45 %). Considering unique systems,
DRAM addressing function reverse-engineering was possible
on 371 (45.1 %) out of 822 systems. We then show that miss-
ing DRAM bank addressing functions are the main reason for
Rowhammer tools to not run on the systems. Even with found
DRAM bank addressing functions on 453 datasets, all our
tested tools combined were only able to flip bits in 126 datasets
(27.8 % of datasets where DRAM addressing functions were
identified). Additionally, three out of five reverse-engineering
tools and all Rowhammer tools effectively hammering DDR4
memory require 1 GB huge pages. While we configured 1 GB
huge pages on our FLIPPYRAM system they are typically
not available on victim user devices without using elevated
privileges.

To answer RQ2, we analyze the proportion of datasets
that are susceptible to Rowhammer attacks in more detail.
This includes examining the success rates of different attack
techniques and toolchains, and hardware configurations like
CPU vendor and DRAM generation. We show that Rowham-
mer tools work almost uniquely on DDR3 or DDR4 DRAM,
only in rare cases on both. We confirm the finding from
Jattke’s et al. [20] that almost all current tools work primarily
on Intel CPUs. Finally, we compare our results with prior
lab-based studies, providing an updated perspective on the
real-world prevalence of Rowhammer susceptibility. In total,
93 (11.3%) of the 822 unique systems in our dataset are
susceptible to Rowhammer attacks. Our findings contextualize
previous estimates and clarify the extent to which Rowhammer
remains a relevant threat in contemporary hardware.

We conclude that significant progress has been made in
understanding and mitigating Rowhammer attacks from the
perspective of lab-controlled environments, but the real-world
applicability of Rowhammer remains challenging. Surpris-
ingly, this challenge is not due to lacking susceptibility to
the Rowhammer effect in general, but rather due to the
difficulty of reliably and automatically reverse-engineering
DRAM addressing functions and the lack of reliable Rowham-
mer tools that work across diverse hardware configurations,
in particular across different processor microarchitectures'.
It is not unlikely that the susceptibility of DDRS memory
is underestimated due to the lack of reliable methods both
for reverse-engineering DRAM addressing functions and for
hammering. Still, a share of about 10 % to 20 % is a relevant
mass for threat actors to consider utilizing Rowhammer in real-
world attacks, and with improved techniques this may even
increase to the range of 20 % to 40 %.

In summary, we make the following contributions:

« We conduct the first large-scale, fully automated study of
Rowhammer prevalence on real-world systems in a user
study, collecting 1 006 datasets from 822 systems across
diverse platforms, DRAM generations, and vendors.

« For this purpose, we develop FLIPPYRAM, the first end-



to-end automated Rowhammer open-source’ framework.
FLIPPYRAM works across platforms and fully automates
all attack steps including reverse-engineering DRAM
addressing functions using 5 state-of-the-art tools, and
executing 7 state-of-the-art Rowhammer tools, enabling
hands-off testing at scale.

o We perform a detailed analysis of the 1006 data sets we
collected, considering CPU and DRAM vendors, DRAM
generations, and hammering techniques. On a high level,
out of 453 datasets (371 of the 822 unique systems)
succeeded in the first stage of reverse-engineering the
DRAM addressing functions, 126 datasets (27.8% of
datasets where the first stage worked) exhibited bit flips.

« We identify that the key open challenges for future
Rowhammer research are the reliable automation of
DRAM address function recovery, given that 50 % of
datasets without bit flips failed in the DRAM reverse-
engineering stage.

II. BACKGROUND

In this section, we provide background on DRAM,
Rowhammer and related works.

A. DRAM

DRAM cells consist of capacitors and transistors organized
in rows and columns, which are grouped into banks and ranks
on a DIMM [39]. Communication between the CPU’s memory
controller and the DIMM occurs via channels. On an access to
a DRAM cell, the memory controller performs an activation:
opening the corresponding row and reading the data into a so-
called row buffer. Further accesses to the same row can then be
served from the row buffer. Row activations are destructive,
so the DRAM chip needs to write back the content before
activating another row. Thus, it is slower to read from different
rows on the same bank (row conflict) compared to reading
from rows on different banks. Hence, addressing functions are
designed to distribute contiguous memory across banks, ranks,
and channels to avoid conflicts and utilize parallelization.
Since capacitors lose charge over time, DRAM needs periodic
recharging, e. g., every 64ms [21, 22, 23].

B. Rowhammer

Kim et al. [28] were the first to discover that disturbance
errors, i.e., bit flips, in DRAM memory can be deliberately
induced by frequently accessing nearby memory rows. Due
to these frequent activations, additional charge leakage can
occur in physically adjacent rows — a phenomenon known
as Rowhammer. An adversary can exploit this side effect to
induce bit flips in memory. The accessed rows are called
aggressor rows and the rows prone to bit flips victim rows.

In recent years, the research community has developed many
sophisticated Rowhammer attacks [11, 39, 48, 40, 10, 8, 41,
19, 20, 27]. These works use different hammering patterns
such as single-sided [28], double-sided [11], many-sided [8,

Zhttps://github.com/iisys-sns/flippyram (archived version at https:/doi.org/
10.5281/zenodo.17881765)

41], and the half-double Rowhammer pattern [30]. Other ap-
proaches do not use static patterns, but randomize patterns us-
ing fuzzing [19, 20]. These patterns require locality awareness
of the DRAM to co-locate aggressor and victim rows. Since
proprietary addressing functions are not documented, previous
work reverse-engineered addressing functions utilizing the
bank-conflict side channel [39, 50, 8, 14, 20] or performance
counters [17]. The bank-conflict side channel exploits the fact
that the access time of memory addresses belonging to the
same bank is slow because they share a single row buffer, and
memory addresses to different banks are fast because they have
their own row buffer. Addressing functions are typically linear,
in particular on systems where the total number of DRAM
components is a power of two. On other systems functions
may be non-linear and reverse-engineering these functions re-
mains an open problem. Single-sided Rowhammer [43], One-
Location Rowhammer [10], and One-Location RowPress [35,
26] even work without addressing functions.

Besides the focus on Intel x86 CPUs, Rowhammer also
works on AMD CPUs [20], and non-x86 architectures, such
as Arm [48, 52, 30] and RISC-V [36]. Rowhammer can
be exploited via JavaScript [11, 41]. These bit flips can be
exploited, e. g., using PTE spraying to flip bits in the PFN, re-
sulting in access to arbitrary memory [43]. In Veen et al. [48],
an unprivileged Android app uses Rowhammer for privilege
escalation to acquire root privileges on stock Android devices.
Gruss et al. [10] showed opcode flipping by flipping bits in
a predictable way in userspace binaries to bypass isolation
mechanisms. Rowhammer attacks have been demonstrated on
various DRAM technologies, e.g., DDR3 [28, 4, 40, 51, 11,
10, 45, 46, 24, 32,47, 27], DDR4 [11, 18, 1, 10, 34, 8, 41, 19,
30, 47, 38, 9, 35, 26, 36, 27, 20], DDRS [20], LPDDR?2 [48,
34], LPDDR3 [48, 52], LPDDR4 [48, 30], and LPDDR4X [8,
19, 30] Recently, Lin et al. [33] demonstrated Rowhammer on
GPUs with GDDR6 memory.

A first Rowhammer mitigation was an increased refresh
rate. However, as discussed by Kim et al. [28], this does
not completely mitigate Rowhammer or brings a significant
performance overhead. Another approach was to use Error
Correction Code (ECC), shown to be ineffective later by
Cojocar et al. [6]. Vendors also utilized the memory controller
to detect Rowhammer attacks and refresh potential victim
rows, which is called pseudo Target Row Refresh (pTRR).

Starting with DDR4, DRAM vendors started to implement
on-chip Target Row Refresh (TRR), which tracks accesses to
the DRAM array, detects Rowhammer attacks, and refreshes
potential victim Rows. However, multiple publications have
shown that the implementation of pattern detection was not
sufficient to detect all patterns that triggered bit flips [10,
8, 19, 20]. DDRS introduced Per-Row Activiation Counting
(PRAC) to precisely count activations and, thereby, enable
more effective Rowhammer mitigations. However, Jattke et al.
[20] identified bit flips on a DDR5 DIMM as well.

There are many further Rowhammer mitigation approaches,
e.g., based on cryptographic checks [25], spatial segmenta-
tion [5, 31, 49], or counting of activations [37, 2]
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C. Related Work

Several works drew conclusions on Rowhammer prevalence
based on their experiments. Kim et al. [28] tested 129 DRAM
modules and found that 110 modules were affected, i.e., 85 %.
However, their experiments were FPGA-based and the number
of modules that can be attacked successfully from software
may be lower. Seaborn and Dullien [43] found 15 out of 29
(52 %) laptops to have bit flips after hammering with their
specific Rowhammer test. However, the DRAM addressing
functions they used for the double-sided hammering are spe-
cific to a certain dual-channel dual-rank DDR3 memory setup
which may not have been present in all tested machines,
i.e., the number of actually affected devices may be higher.
More recently Frigo et al. [8] found 13 out of 42 (31 %)
DIMMs to be vulnerable to a software-based attacker using a
more sophisticated Rowhammer technique to bypass the TRR
Rowhammer mitigation on DDR4. Jattke et al. [19] tested
Blacksmith, a fuzzer for Rowhammer access patterns, on 40
DDR4 DIMMSs and found all of them to be vulnerable (100 %).
He et al. [12] analyze 33 DIMMs and conduct an empirical
study of factors that contribute to Rowhammer bit flips. They
observed only 6 affected DIMMs (18 %). Other works studied
significantly fewer modules, insufficient to draw conclusions
about the real-world relevance of Rowhammer. Heckel et al.
[16] argue that all works in the domain of Rowhammer suffer
from issues that make it difficult to assess the real-world
relevance of Rowhammer: (1) All recent works test less than
50 DIMMs with a small set of CPUs and most works even
less than 5 DIMMs; (2) experiments are run on lab machines
with full control and known hardware-software configurations;
(3) results from FPGA setups are not directly transferable to
real systems; and Rowhammer tools often require sophisticated
tweaks to work on different systems, e. g., setting the reverse-
engineered DRAM addressing functions, which is not possible
in real-world scenarios without full automation of the process.

III. METHODOLOGY

Our central methodology is a large-scale user study to
measure Rowhammer susceptibility on a wide range of devices
supplied by our study participants. We assume participants to
be non-experts and to have little to no knowledge about the
topic. Hence, the framework needs to be fully automated and
ideally require no user interaction. Through this user study,
we can answer how far the available tooling can be used in
end-to-end automated Rowhammer testing (RQ1) by adapting
and deploying state-of-the-art tools in an end-to-end automated
fashion. To answer the second research question (RQ2), we
then measure on all systems in our user study, whether they
exhibit bit flips in Rowhammer tests, providing us with a real-
world share of systems affected by Rowhammer.

Figure 1 depicts the overall workflow of our study, con-
sisting of six steps: The first and the last step are discussed
in Section III-A, i.e., user study design, data collection,
and privacy aspects. Steps 2 and 4 are discussed in Sec-
tion III-B, covering the information retrieval and the injection
of the reverse-engineered DRAM addressing functions into

the Rowhammer tools. Step 3, the DRAM address reverse-
engineering, involving 5 state-of-the-art tools, is discussed in
Section III-C. Step 5, the execution of up to 7 state-of-the-art
Rowhammer tools, is discussed in Section III-D.

A. User Study Design

In a user study, we can achieve far higher sample sizes
than prior work. Participants also learn whether their system
is vulnerable to our Rowhammer tests. In this subsection, we
detail our user study design and discuss associated risks.
Explicit Consent and Data Corruption Risk. Since the
Rowhammer effect is a fault attack that could, in principle,
cause damage to hardware or data of devices under test, we
took precautions and still informed users about potential risks
(e.g., possible data corruption or hardware malfunction). We
recommended using our bootable USB stick (or ISO image)
provided by us, leaving user disks untouched, strictly avoiding
user data corruption. Still, the user must explicitly consent,
acknowledging the risks for our software to perform any tests.
By default, all results are stored locally for the user, and
all raw data and log files are compressed as a ZIP archive
on the USB drive or stored in a designated output directory
when using Docker. This method of data handling ensures
that detailed results are preserved for offline analysis and
that no information is lost even if multiple tests are run
sequentially. The user then either manually visits our website
on an internet-connected device to upload the results, or uses
the FLIPPYRAM framework directly to upload the collected
results to a central server for further analysis, requiring to
connect the system to the internet, again in both cases with
explicit consent by the user. If the user does not consent, the
results remain on the local media for the user’s inspection, but
are not uploaded and evaluated as part of our large-scale study.
For this reason, we also do not know how many users actually
ran the tests, only how many consented to upload their results.
Privacy. Besides risks to the user’s data and hardware, we
also informed users about privacy implications, specifically
what data we collect, how we use it, and how we protect
it. FLIPPYRAM stores each tools’ output (e.g., addressing
functions recovered), system information retrieved by our
scripts, and it logs any observed bit flips while running as well
as the execution time and physical memory addresses. The
information collected could, in theory, be used to fingerprint
and identify systems [42, 7]. Knowing physical addresses of
bit flips could be used in actual Rowhammer attacks. Hence,
we received no user consent to share these data sets but
store them for the purpose of this study in a database on an
encrypted device. The framework generates a summary with
a brief overview of how many bit flips each tool discovered
(if any) for the user. We provide a contact point to users with
concerns or if they want their data deleted at any time.
(Non-)Linkability of Datasets. In general, we ensure that
datasets are not linkable to specific users. We do not store
any information about the user, e.g., name or email address,
in the datasets. The datasets are checked via their hash for
uniqueness, i.e., the same dataset cannot be uploaded twice.
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Fig. 1. The workflow of our software to automatically test if a system is vulnerable to the Rowhammer effect. It starts right after someone booted our ISO

image or ran our docker container.

For each unique dataset, the user gets a unique random string
(a token) to later on prove that they participated in the study,
e.g., to claim a compensation option such as a T-shirt or
voucher lottery. The random string is stored in a separate
independent database, without any link to datasets, to track
which tokens have been claimed. Hence, participants remain
unknown to us if they do not send the token, so we also cannot
provide details on the number of individual participants in our
study. For participants claiming a compensation option, we
have the link between the participant and the token, but there
is no link between the token and the dataset and, therefore,
no link between the user and the dataset. For data access
and deletion requests, we ask the user to provide us with
information that uniquely identifies the dataset to delete, e. g.,
the hash of the dataset or output of dmidecode on the system
for which we should delete the dataset.

Recruitment. We recruited participants for our study in
various ways with the goal of reaching sample sizes that
are at least one order of magnitude larger than any prior
Rowhammer study, i.e., around 1000 datasets. The main path
was to distribute our bootable ISO image on USB thumb
drives. We purchased around 3 000 USB drives and flashed our
ISO image onto each USB thumb drive one-by-one manually.
We distributed the USB drives to participants during and after
a scientific talk at a major security conference with more
than 1500 attendees and after a lightning talk at a Linux
conference. We also advertised the study via social media,
at different universities, and in our classes. We published the
hash of the USB drive for verification that the stick was not
modified and contained the correct image. This way, overall,
we collected 1006 of datasets between December 30, 2024
and June 30, 2025 from 822 unique systems.

Recruitment Bias. Our study is biased in the recruitment
towards security researchers, students, and other technology-
affine users rather than a representative sample of the general
population. However, these users are part of the general
population and indeed (as we also see in the collected data) use
hardware from the same vendors (e. g., Intel and AMD) and the
same DRAM manufacturers (e.g., Micron, Samsung, Hynix)
as the general population. No bias was introduced by the
software the users ran, as 47 of all datasets we received were
generated with the Docker image, and 923 with our bootable
ISO image, i.e., completely independent of the operating
system and other software the users run. Only 34 datasets

we received were generated differently, e. g., via direct script
execution. Prior Rowhammer studies were run in a lab setting
with hardware acquired by the researchers, which will likely
have stronger biases. Instead, we indeed study Rowhammer
in a real-world setting with real-world hardware of our study
participants, which aligns with the primary goal of our work.
Compensation of study participants. First, users learn
whether their system is vulnerable to our Rowhammer tests.
Beyond this, we provided USB thumb drives with the
FLIPPYRAM framework, which participants could keep as
a small gift. We also offered the first ten participants who
ran our test framework at least ten times a T-shirt with the
FLIPPYRAM logo. Participants that ran the framework at least
once had the option to enter a lottery to win one of ten 10 €
vouchers. For participating students in our classes, we also
offered e. g., a small number of extra credits for participating
in the study as a small incentive. All incentives are independent
of the specific hardware of the participants, and were provided
before any results were analyzed, i.e., no bias was introduced
by the incentives.

B. FLIPPYRAM Framework

Since our framework must be fully automated, given that we
want non-expert users to be able to run it, we designed it as
a bootable ISO image or as a docker container'. Users receive
the bootable ISO image on a USB thumb drive, which they
can boot from, requiring no installation or technical expertise.
Our framework orchestrates all steps of the Rowhammer test,
from initialization to result collection—with minimal to no
user interaction. We integrated 7 state-of-the-art Rowhammer
tools that were available in time for our study' to get a broader
assessment of the susceptibility to Rowhammer for each target
system as discussed in Section III-D. We also integrated
5 DRAM reverse-engineering tools to recover the DRAM
addressing functions, as discussed in Section III-C. Hence,
our framework initializes the system, e. g., when booted from
the ISO image, collects information about the system that
is required or beneficial for the tools (e.g., about DRAM
modules and CPU), runs tools for addressing function reverse-
engineering, Rowhammer tools, and finally uploads the results
to our server if the user agrees. A text-based user interface
shows information about the progress and allows users to
specify the desired total runtime for the Rowhammer tests.



Information  Collection. The system information
FLIPPYRAM collects includes hardware characteristics,
e. g., about DRAM modules, CPU models, and CPU features.
Thereby, FLIPPYRAM obtains the number of memory
banks, ranks, channels, and DIMMs, according to the system-
provided information. We observe that not all systems provide
complete information about the DRAM modules, e.g., when
decode-dimms fails or the data in the Serial Presence Detect
(SPD) record of the DIMM is incomplete. In this case,
FLIPPYRAM falls back to a detection of the number of
DRAM banks and the DRAM row-hit row-conflict threshold
from prior work [14]. If all methods fail, the framework will
only use Rowhammer tools that do not require addressing
functions and reverse engineering.

Injecting DRAM Addressing Functions into Rowhammer
Tools. FLIPPYRAM supplies each tool with the most likely
DRAM addressing functions reverse-engineered on the system.
However, we cannot guarantee that the reverse-engineered
addressing functions are correct. We also adjust other system-
specific settings, such as timing thresholds or memory sizes.
Therefore, FLIPPYRAM patches the source code of the
Rowhammer tools or generates input and parameters to use
the correct parameters for the specific system. If the reverse-
engineering of addressing functions fails, FLIPPYRAM skips
all Rowhammer tools that require addressing functions.

C. Reverse-Engineering DRAM Addressing Functions

We integrated 5 state-of-the-art reverse-engineering tools
into FLIPPYRAM to recover DRAM addressing functions.
These tools systematically test for a large number of ad-
dresses how physical addresses map to the DRAM structure
(channels, DIMMSs, ranks, banks, rows, columns). The result
are addressing functions to translate physical addresses to
corresponding DRAM structure information. The tools are
proof-of-concepts that researchers validated on one or more
systems. However, they may be unreliable or not terminate on
real-world configurations, and they do not recover addressing
functions on all systems. Hence, we time-slice the execution
of the tools based on the total runtime specified by the user.
We run TRRespass RE [8] if the total runtime is at least 3h,
which is the minimum total runtime a user can select. When
the runtime is at least 4 h, we additionally ran DRAMA [39],
if it is at least 5h, we additionally run Dare [20], if it is at
least 6 h, we additionally run AMDRE [14], and if it is at least
7h, we additionally ran DRAMDig [50].

On systems where no 1 GiB pages are available, we had to
disable TRRespass RE [8], Dare [20], and DRAMDig [50],
that depend on 1 GiB pages. All other tools were run based
on the total runtime specified by the user. After running the
reverse-engineering tools, we use the verification approach by
Heckel et al. [15] to determine which of the reverse-engineered
DRAM addressing functions are most likely correct.

FLIPPYRAM provides the addressing functions to the
Rowhammer tools either via command line parameters or as
source code and recompilation. If a tool, e. g., Blacksmith [19],
fails to initiate due to wrong address functions, FLIPPYRAM

can adjust parameters and rebuild it on the fly and then rerun
the tool: For instance, trying other address functions (if more
functions than required to address the banks were identified)
or a different row conflict threshold. This adaptive mechanism
increases the chances to find a working configuration without
manual interaction. Additionally, for some tools, we improved
the logging to provide better parseable output. However, we
did not change any of the functionality of the tools.

D. Rowhammer Prevalence Test using Rowhammer Tools

FLIPPYRAM executes Rowhammer tools to test for
Rowhammer susceptibility. The framework currently in-
cludes Blacksmith [19], TRRespass [8], FlipFloyd [10],
RowPress [35], Rowhammer]S (native code, flush-based
proof-of-concept, double-sided hammering) [11], Hammer-
Tool [13], and Rowhammer-Test (single-sided hammer-
ing) [44]. FLIPPYR AM monitors each tool’s execution and if a
tool finishes early or throws an error, FLIPPYRAM reallocates
the remaining time to other tools or reconfigures the tool.

Some Rowhammer tools require 1GiB hugepage, which
requires CPU support and a sufficient amount of memory,
e. g., more than 4 GiB of DRAM. On systems where no 1 GiB
pages are available, we had to disable Blacksmith [19], TRRes-
pass [8], and RowPress [35], that depend on 1 GiB pages. Most
tools also require DRAM bank addressing functions. When no
DRAM addressing functions were identified, Blacksmith [19],
TRRespass [8], and RowPress [35], Rowhammer]JS [11], and
HammerTool [13] cannot run and are disabled. After the
reverse-engineering of the DRAM addressing functions is
done, the remaining runtime is split between all Rowhammer
tools that are executed (e. g., not disabled).

E. Analysis of the Datasets

It should be noted that a single system can be tested multiple
times, so we distinguish between unique systems (822) and
datasets (1 006). We take the 1006 datasets and check whether
a tool did not run in a dataset, which can have multiple reasons
as described below. We then analyze the number of datasets
on which specific Rowhammer tools found bit flips and the
number of bit flips found in total by the different tools.

We also analyze the susceptibility depending on the Run-
time of FLIPPYRAM, the vendors of the CPUs used in the
systems, and the DDR generation used in the systems. In
both cases, we distinguish between systems that are affected
by Rowhammer, systems that are not affected, and systems
on which the reverse-engineering of DRAM addressing func-
tion failed. It should be noted that two of our Rowhammer
tools, namely FlipFloyd and Rowhammer-Test, do not require
DRAM bank addressing functions. Therefore, we count a
system as affected when at least one tool identified bit flips,
even if the addressing functions were not identified on that
system. Otherwise, we count a system as having no addressing
functions when no addressing functions were found or as not
affected when addressing functions were found but no bit flips.

We then analyze the susceptibility of single DIMMs based
on the vendor of the DRAM chips and the frequency of the



DIMMs. For these measurements, we only consider datasets
on which DRAM bank addressing functions were identified.
Similar to the previously described case, we count a system
as affected when a bit flip happened, even when no addressing
functions were identified. However, we count a system only
as not affected when DRAM addressing functions were not
identified and no bit flips occurred. For this evaluation, we
only consider these datasets and skip all datasets with failed
DRAM addressing function reverse-engineering.

We are unable to map bit flips monitored on a system to
unique DIMMs in that system. Therefore, we consider all
DIMMs of a system equally affected, even though only one
of them might actually be affected. When the total number of
bit flips on a system is bigger than or equal to the number of
DIMMs on that system, all DIMMs count as affected (e. g., 4
DIMMs in a system count as affected when at least 4 bit flips
occurred). Otherwise, the number of bit flips is divided by the
number of DIMMs (e. g., on a system with 4 DIMMs and 1
bit flip each DIMM counts as } affected and 2 not affected).

We evaluate the time until the first bit flip was detected by
the different Rowhammer tools. Therefore, we only consider
systems that were affected by the tool, e. g., the respective tool
found at least one bit flip. We then measure the time until the
first bit flip occurred. When the tool was started multiple times,
we measure from each start and take the minimum across
multiple runs. For measurements not directly related to the
tools, e.g., time to the first bit flip depending on the CPU
vendor, we consider only the fastest tool on that system.

IV. TECHNICAL RESULTS OF REAL-WORLD ROWHAMMER
FEASIBILITY USER STUDY

In this section, we address our first research question RQ1,
on the feasibility of Rowhammer end-to-end automation for
real-world systems. As described in Section III, our framework
performs multiple stages to test a system for susceptibility to
Rowhammer, which may or may not succeed on a system. We
analyze on how many systems the different steps and tools
were executed successfully, and on how many systems they
failed for various reasons.

In general, we distinguish between 8 different tool states:
Ended. The tool completed execution. This is not an in-
dication of success or failure i.e., whether valid addressing
functions were identified or whether bit flips occurred.
Disabled. Tool skipped to give more time to other tools.
Runtime. The tool was skipped due to total runtime limits
to give more time to other tools.

Hugepage. Tool skipped due to unavailability of 1 GiB pages.
AFn RE. These tools were not run due to unsuccessful
reverse-engineering of addressing functions.

Failed. The tool failed to run, e. g., due to a crash or timeout
(each tool is started with a timeout to keep within the runtime
specified by the user). We assume that most crashes happened
due to implementation errors related to incomplete or missing
error handling.

Build Failed. Some tools require dynamic source-code adjust-
ments and recompilation. This step failed sometimes because
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Fig. 2. Number of systems with specific states of different Addressing

Function Reverse-Engineering tools. The number above the bar depicts the
absolute number of datasets. The number in braces shows the number of
datasets on which the tool had the Ended state. The Total bar depicts the
number of datasets in which valid addressing functions were identified (even
though a reverse-engineering tool has the state Ended, it does not mean that
it returned the number of functions needed for the system).

the addressing functions did not match requirements of the
tools, e. g., Blacksmith requires invertible functions.

Other. None of the above states applied, e. g., due to missing
log files or corrupted log files.

A. Address Function Reverse-Engineering

We analyze the execution of different DRAM addressing
reverse-engineering tools, as summarized in Figure 2, based
on the previously defined tool states. We start the tools without
manual interaction, so the parameters required by the tools are
measured automatically. Therefore, they might not be precise
due to a failed measurement and the lack of manual interaction
to detect these cases. Therefore, tools with more preconditions
(e.g., values that have to be adjusted specifically for the
system) tend to have a higher rate of failure.

DRAMA reverse-engineering tool ended on the most
datasets, namely 485 (48.2 %), followed by AMDRE which
ended on 481 (47.8 %) datasets. TRRespass RE ended on 416
(41.4 %) datasets and Dare ended on 385 (38.3 %) datasets.
Lastly, DRAMDig ended on only 122 (12.1 %) datasets.

Considering the reasons why the tools did not end, AMDRE
failed on 376 systems, either by exceeding the specified
timeout or by crashing. AMDRE was not started on 136
systems due to a lower runtime specified by the user. For Dare,
there are three reasons for failure: On 169 datasets it failed,
on 146 datasets no 1 GiB hugepage could be allocated, and
on 130 datasets it was disabled due to total runtime limits.
Similarly for DRAMDig: On 537 datasets it failed, on 141
datasets there was no 1 GiB page support, and on 154 datasets
it was disabled due to total runtime limits.

DRAMA was disabled on 112 datasets due to total runtime
limits and failed on 383 datasets. TRRespass RE was not
disabled due to the runtime specified by the user. However, it
failed on 404 datasets and was disabled on 173 datasets due to
a lack availability of a 1 GiB hugepage. This is consistent with
the fact that 146 datasets, according to the cpuid information,
do not support 1 GiB pages and some systems may have too
little memory for Linux to successfully allocate a 1 GiB page.
It also highlights that more systems may succeed in this attack
stage if the tools would not require 1 GiB pages.
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Fig. 3. Number of datasets with specific states of different Rowhammer

tools. The number above the bar depicts the absolute number of datasets. The
number in braces shows the number of datasets on which the tool had the
Ended state, e. g., ran successfully.

Key Insight 1: In the majority of cases, the reverse-
engineering tools failed to find DRAM addressing func-
tions, either crashing or exceeding time limits, highlight-
ing a gap that requires further research.

B. Rowhammer Tools

We also analyze the execution of the different Rowhammer
tools based on the previously defined tool states, as summa-
rized in Figure 3. The only tools that ran on over 50 % of the
tested systems are FlipFloyd and Rowhammer-Test, which do
not require DRAM addressing functions. For the other tools,
the main reason not to run were missing DRAM addressing
functions, e. g., reverse-engineering them in the previous step
failed. Some tools were skipped due to the lack of 1GiB
hugepages, and some tools failed to run, probably due to
incorrect parameter settings on the system. For Blacksmith
and RowPress, building failed on some systems.

Key Insight 2: Many Rowhammer tools do not work
without DRAM bank addressing functions or 1GiB
hugepages. Providing fall-back mechanisms may result
in a drastic increase in compatibility.

C. Success Rate of Rowhammer Tools

We analyze the Rowhammer susceptibility of different
DRAM generations depending on the different tools we ran.
Since we only observed bit flips on DDR3 and DDR4 systems,
we focus on these memories in this subsection. We show the
total number of affected systems (over both DDR generations)
in Table I and Figure 4a. Additionally, we evaluate the number
of bit flips triggered by different tools (see Figure 4b).

FlipFloyd [10], RowhammerJS [11], and Rowhammer-
Test [44] induced bit flips predominantly in DDR3 DRAM
but also in a few datasets with DDR4 DRAM. Of these,
RowhammerJS yielded the best results regarding the number
of affected datasets (49) and the number of bit flips (586 139).
Regarding the total number of affected datasets, it is followed
by Rowhammer-Test (33 datasets and 34 bit flips), which is
followed by FlipFloyd (23 datasets and 314 bit flips). The
number of bit flips identified by RowhammerJs on DDR4

TABLE I
THE SUCCESS RATES OF THE DIFFERENT ROWHAMMER TOOLS.

Tool # Ended  # Affected min to 1. bit flip
oo Systems Systems Avg o Min Max
Blacksmith 299 40 134% 62 26 37 88
FlipFloyd 935 23 246% 115 186 0 758
TRRespass 217 2 0.922% 0 O 0 0
HammerTool 152 16 10.5% 12 14 1 38
RowhammerJs 385 49 127% 28 37 0 156
Rowhammer-Test 705 33 4.68% 93 163 0 617
Rowpress 240 4 167% 21 12 9 38
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(b). Number of bit flips triggered by different Rowhammer tools. Bars with
a number of O are not shown in the graph due to the log y scale.

Fig. 4. Results grouped by Rowhammer Tool. The blue bars show the results
for DDR3 and the red bars for DDR4. None of the tested DDR2 and DDRS
systems were affected, so they are omitted in this graph.

(796) is very low compared to the number on DDR3, which
can be explained with the DDR4 mitigations: Normally, TRR
should detect and mitigate double-sided Rowhammer attacks.
However, it seems that TRR was unsuccessful on 2 datasets
where multiple tools found bit flips despite TRR being active.
Blacksmith [19] (82515 bit flips in 40 datasets), TRRes-
pass [8] (46486 bit flips in 2 datasets), and RowPress [35]
(37 bit flips in 4 datasets) only induced bit flips on systems
with DDR4. Compared to other tools that induced bit flips on
systems with DDR4 and that required DRAM addressing func-
tions, the number of bit flips identified by Rowpress is very
low. HammerTool [13] only induced bit flips on systems with
DDR3, specifically 73 781 bit flips on 16 datasets. Overall, the
tools induced 789 306 bit flips in 126 out of 1006 datasets.

Key Insight 3: 126 (12.5 %) out of 1006 datasets are
vulnerable to fully-automated Rowhammer attacks, based
on our analysis.

These results show that DDR3 and DDR4 DRAM re-



quire very different hammer patterns to induce bit flips. On
DDR3 DRAM, fast double-sided Rowhammer, as performed
by RowhammerJS [11], is most effective because the DRAM
does not contain any mitigations against this simple hammer
pattern. DDR4 DRAM, on the other hand, nowadays contains
Rowhammer mitigations. Therefore, complex access patterns,
like performed by Blacksmith [19] are required to circum-
vent the mitigations. However, due to these complex access
patterns, the minimum required activation count to induce bit
flips on less vulnerable DDR3 DRAM is not reached.

Key Insight 4: For DDR3, simple patterns and hammer-
ing as fast as possible, implemented by RowhammerJS,
were the most effective strategies in terms of the number
of bit flips. Since most DDR4 DIMMs have TRR, pattern
fuzzing strategies like Blacksmith were the most effective
ones and found most bit flips.

L J

Table I shows the average, minimum and maximum time to
first bit flip. Considering the average time until the first bit flip,
the tools rank by the following order starting with the fastest
tool: TRRespass, HammerTool, RowPress, Rowhammer]S,
Blacksmith, Rowhammer-Test, FlipFloyd.

The two tools that do not require DRAM bank addressing
functions (Rowhammer-Test and FlipFloyd) took the most
time until the first bit flip occurs. Also, they were exclusively
executed on systems where the reverse-engineering of DRAM
addressing functions failed (see Section III-D). Thus, the
runtime on these systems was only split between both tools
leading to a higher runtime compared to other systems and a
higher chance to find bit flips with this tool. In general, both
tools select random addresses to hammer, without using the
DRAM bank addressing functions. For Rowhammer-Test the
probability of two addresses being in the same DRAM bank
is only m on a system with npanks DRAM banks, leading
to a correspondingly lower chance and longer time to find bit
flips. For FlipFloyd, the authors report a higher time until bit
flips occur than for other Rowhammer implementations (3.3
times slower than comparable hammering methods) [10].

Blacksmith performs a randomized fuzzing of several pa-
rameters to identify pattern that yield bit flips. Because these
patterns have to reach the required activation count of the
system and have to bypass the TRR implementation of the
DIMM at the same time, finding such patterns is not trivial.
This explains the higher runtime compared to tools with hard-
coded patterns, like HammerTool, RowhammerJS, and Row-
press. Only tools that do not require DRAM bank addressing
functions take longer than Blacksmith.

Rowhammer]S, RowPress, and HammerTool use static
Rowhammer access patterns computed from addressing func-
tions and physical addresses. The average time until the first
bit flip is in the same order of magnitude for Rowham-
merJS (@ =27.8 min, 0 =37.2 min), RowPress (4 =21.3 min,
o =12.5min) and HammerTool (¢ =12.4 min, o =14.4 min).
The fastest tool was TRRespass, finding the first bit instantly
within the first second, on both datasets where it found bit
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Fig. 5. Number of datasets affected by Rowhammer grouped by Runtime. The
bars of affected and not affected datasets stack to the total number of datasets
with the runtime. The percentage depicted above the bars it the percentage of
affected datasets with that runtime.

flips. In total, TRRespass found 46486 bit flips on these 2
datasets, showing that they are highly susceptible.

Key Insight 5: The minimum time the first bit flip
occurred ranges from Omin to 115 min on average, de-
pending on the system configuration, which is a practical
attack time frame on real-world systems.

D. Rowhammer Susceptibility by FLIPPYRAM Runtime

We analyze the system’s susceptibility based on the to-
tal runtime of FLIPPYRAM. The DRAM bank addressing
reverse-engineering tools are run based on the total runtime as
described in Section III-C. Therefore, systems with more run-
time are more likely to have correct DRAM bank addressing
functions since more reverse-engineering tools were executed.
It should also be noted that the number of systems with a
specific runtime differs. For example, the default runtime was
set to 8h, so the runtime for most dataset (538 of 1006)
is 8h. Figure 5 shows the number of datasets affected by
Rowhammer grouped by the runtime selected by the user.

Regarding the number of datasets with a specific runtime,
there are three characteristic peaks: One at 3 h, one at 8 h and
one at 60 h. We set the minimum runtime of our toolset to 3 h,
so people that wanted to participate but not run the experiment
longer than strictly required, selected a runtime of 3 h. There
is another peak at 8 h, which is the default runtime. The third
bigger peak is at 60 h, which is the time for which we tested
the systems in the computer rooms of our institution. On 3
systems our tool ran shorter than 3 h, this happens when the
last scheduled Rowhammer tool finishes early.

We do not consider the runtimes where 100 % are affected,
i.e., only a single dataset had that runtime. When skipping
these cases, we see a trend with increasing runtime: We see
4.72 % affected with a runtime of 3h, 10.6 % affected with a
runtime of 8 h, and 30.7 % affected with a runtime of 60 h. The
difference between the runtime of 3 h and 8 h can be explained
by the disabled addressing function reverse-engineering tools
(cf. Section III-C). However, the trend also continues for
runtimes of more than 7h, where all reverse-engineering tools
are enabled. Based on these results, we conclude that longer
testing leads to more systems being correctly identified as
susceptible to Rowhammer.
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Fig. 6. Time until the first bit flip grouped by total runtime. The bars show
the average time, the error bars the standard deviation of the fastest tool on
each dataset. Low values rounded to 1 minute.

TABLE II
A SUMMARY OF THE RESULTS ON HARDWARE SUSCEPTIBILITY BY DRAM
GENERATION AND CPU VENDOR.

# Affected min to 1. bit flip
DRAM  CPU  # Systems Systems Avg o Min Max
DDR3  Intel 286 80 28% 62 113 0 617
DDR3 AMD 15 2 133% 42 42 0 85
DDR4  Intel 365 43 11.8% 55 42 9 130
DDR4 AMD 137 1 0.73% 0 0 0 0

Figure 6 shows the time until the first bit flip by runtime.
In general, an increasing trend can be seen: The higher the
runtime of our framework, the higher the average time until the
first bit flip. This can be explained with the previous insight:
A longer runtime leads to system being detected as affected
that would not have been detected with a shorter runtime.
Therefore, the bit flips that are detected occur later, which
also increases the time until the first bit flips are detected.

Key Insight 6: On systems that are barely susceptible,
it can take very long to find the first bit flips, on one
system it took 617 min. Longer testing times lead to more
accurate detection of systems as affected and higher times
until the first bit flip is detected.

V. DETAILED ANALYSIS OF ROWHAMMER
SUSCEPTIBILITY BY SYSTEM CHARACTERISTICS

In this section, we address our second research question
RQ2, to analyze in more detail which systems are vulnerable
to Rowhammer. We analyze susceptibility depending on e. g.,
DRAM generation, DRAM speed, and CPU vendor.

A. Susceptibility by CPU Vendor

We analyze the susceptibility of systems to Rowhammer
depending on the CPU vendor. While Rowhammer is a bug
in the DRAM, the CPU plays a huge part in the attack.
For example, Jattke et al. [20] recently showed that due
small differences between Intel and AMD CPUs, changes are
required for Rowhammer attacks working on Intel, to also
work on AMD. The majority of systems in our dataset use
CPUs from Intel and AMD, with only 5 datasets with other
CPU vendors. Figure 7 provides an overview of these results.
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Fig. 7. Datasets affected by Rowhammer grouped by CPU Vendor. The bars
of affected, not affected, and AFn failed datasets stack to the total number of
datasets with the CPU vendor. The numbers depicted above the bars are the
absolute number of datasets on the top and the percentage of affected datasets
on the bottom. A dataset counts as affected when at least one tool identified
at least one bit flip. It counts as No AFn when no bit flips were identified and
no addressing functions were found on the dataset. It counts as Not Affected
when addressing functions were available, but no bit flips were found.

Out of 1006 tested datasets in total, 777 have Intel CPUs,
of which 123 (15.8% of total datasets) are affected. On
349 datasets with Intel CPUs, no bit flips occurred and no
addressing functions could be identified. Of the 224 datasets
with AMD CPUs, 3 (1.34% of total datasets) are affected
and on 172 no bit flips occurred and no addressing functions
could be identified. Note that the ZenHammer Rowhammer
fuzzer by Jattke et al. [20], which is the first tool yielding
good results on systems with AMD CPUs, was not part of
our framework, as described in Section III-B. Finally, none of
the 5 CPUs from other vendors are affected and on 3 of them,
no addressing functions were identified.

Based on the CPU vendor, 15.8% of Intel Systems and
1.34 % of datasets with AMD CPUs are affected. We assume
that the higher susceptibility of Intel CPUs is due to the
fact that Rowhammer research mainly focused on Intel-based
systems in the last decade [43, 39]. Just recently, the focus of
Rowhammer research shifted slightly towards AMD [14, 20].

Even though our bootable image only works on systems
with the x86-64 architecture, some participants got the setup
running on other architectures in a few cases, e. g., using the
Docker container or manually downloaded and executed the
scripts from GitHub. On datasets with neither an AMD nor an
Intel CPU (labelled as Other in Figure 7), the CPU model was
either not detected (which happened on 2 datasets), or it was
one of the following: VIA Nano U3100 (x86-64), Cortex-A7
(Arm), or a sifive u74-mc (RISC-V).

The times until the first bit flip was detected are shown in
Table II. On Intel systems, the average time to the first bit flip
is 60.8min (¢ =108 min). On AMD systems it is 28.4 min
(0 =39.8min), however, the small sample size of only 3
systems limits the significance of this result. The longest time
to a bit flip was 617 min (roughly 10h) on an Intel system.

Key Insight 7: Most tools work more reliably on Intel-
based systems. Hence, the number of affected AMD
systems may be higher than our results suggest.
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Fig. 8. Datasets affected by Rowhammer grouped by DRAM Generation.
The bars of affected, not affected, and No AFn datasets stack to the total
number of datasets with the DRAM Generation. The numbers depicted above
the bars are the absolute number of datasets on the top and the number and
percentage of affected datasets on the bottom.

B. Susceptibility by DRAM Generation

We analyze the Rowhammer susceptibility depending on
the DRAM generation. The majority of systems in our dataset
use DDR3, DDR4, and DDR5 DRAM, with a few systems
containing low-power (LPDDR) and DDR2 DRAM. In the
category Other belong memory types that dmidecode could
not identify, e. g., when the field Type was Other or <OUT
OF SPEC>. Figure 8 provides an overview of the results.

Out of the 302 datasets with DDR3 DRAM, 82 (27.2 %) are
affected. It takes on average 60.4min (¢ = 111min) to get
the first bit flip. Out of the 502 datasets with DDR4 DRAM,
44 (8.76 %) are affected However, a total of 224 datasets use
an AMD CPU and numbers with AMD-adjusted tools may be
significantly higher (cf. Section V-A). Focusing only on the
388 DDR4 with Intel CPUs, 43 (11.1 %) are affected. It takes
on average 39.9min (¢ = 43.4min) to flip the first bit on
datasets with DDR4 DRAM, and the fastest time was 0 min.
Other DRAM generations were not affected by the tested tools.

Initially, Rowhammer was discovered on DDR3 [28], so
Rowhammer research has been conducted on DDR3 from the
beginning. Following the original publication, vendors began
implementing hardware-mitigations with DDR4. Multiple ap-
proaches bypass these proprietary mitigations implemented
by the vendors [10, 8, 19]. However, because the details
of the implementation are not known, the ability of these
approaches to trigger bit flips strongly depends on the mit-
igations. Therefore, the percentage of affected datasets with
DDR4 (8.76 %) is lower than that of DDR3 (27.2%). The
fraction of affected datasets with DDR4 is still lower than
for DDR3 when only considering Intel-based DDR4 datasets,
for which 11.1 % are affected. Jattke et al. [20] were the first
to find bit flips on a system with DDR5 DRAM. However,
we were unable to identify bit flips on any of the 83 DDRS
systems our participants tested. It should be considered that we
did not add Zenhammer [20], the only tool that has detected bit
flips on DDRS, to our test suite, as discussed in Section III-B.

Key Insight 8: We observe the most bit flips on systems
with DDR3, followed by systems with DDR4 DRAM.
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TABLE III
THE RESULTS ON HARDWARE SUSCEPTIBILITY BY DRAM VENDOR.

min to 1. bit flip

DRAM DIMMs Affected

Avg o Min Max

Samsung 321 102 31.7% 102 160 0 617
Hynix 142 40.6 28.6% 56 50 0 176
Micron 130 312 24% 2 4 0 10
Other 179 40.8 22.8% 31 44 0 188

Other systems may have no bit flips as the available
tooling is not suitable for these without adjustments.'

On average, it takes longer to find bit flips on DDR3 than
on DDR4 although more DDR3 systems are affected. We
hypothesize that this is primarily related to the runtime of the
experiments: The datasets with runtimes of 128 h and above
were measured on systems with DDR3 DRAM.

C. Susceptibility by DRAM Vendor

We analyze the susceptibility of datasets to Rowhammer
depending on the DRAM vendor. When a dataset is affected by
Rowhammer, we consider it for further evaluation. When it is
not affected, we consider it only when the reverse-engineering
of DRAM addressing functions was successful on the dataset
and when the dataset has an Intel CPU, as we evaluate affected
DIMMs and not systems where no addressing functions were
found or where no bit flips occurred due to an AMD CPU not
supported by the tools used in our framework.

The majority of datasets has DIMMs from Samsung, Hynix,
or Micron. However, there are also many datasets with DRAM
labelled to be other vendors (e.g., resellers like Corsair, A-
DATA, G-SKILL, etc.), or where the Serial Presence Detect
(SPD) record of the DIMMs did not state any vendor. There-
fore, we group by Samsung, Hynix, Micron, and Other

Systems can have multiple DIMMs from different vendors,
which is the case for 43 datasets. Because we do not know
which DIMMs of a system are affected and which are not
when a bit flip is identified on that system, we consider all
DIMMs of the system to be affected. For example, a system
with two DIMMs from Samsung and two DIMMs from Hynix
counts as 2x Samsung and 2x Hynix. We count all DIMMs
of a dataset as partly affected when the number of bit flips is
lower as the number of DIMMs as described in Section III-E.
Figure 9 provides an overview of these results.

Our results (cf. Table III) show that 102 (31.7 %) DIMMs
from Samsung are affected, which is the highest percentage.
The susceptibility of DIMMs from Hynix (28.6 %) and Micron
(2.4 %) are lower. For DIMMs that could not be mapped to a
vendor, 22.8 % are affected.

The first bit flip on Samsung DIMMs occurs on average
after 102 min (0 = 160 min), the longest time of all vendors.
It is followed by DIMMs from Hynix with an average time
of 56 min (0 = 50.4min) until the first bit flip. For DIMMs
from Micron, the first bit flip occurred after 1.95min (o =
3.79min). DIMMs where the vendor could not be mapped
show the first flip on average after 31.4 min (0 = 44.4 min).
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Fig. 9. DIMMs affected by Rowhammer grouped by Vendor. The bars of
affected, and not affected systems stack to the total number of DIMMs from
that Vendor. The numbers depicted above the bars are the absolute number
of DIMMs on the top and the percentage of affected DIMMs on the bottom.

TABLE IV
SUMMARY OF HARDWARE SUSCEPTIBILITY BY DRAM FREQUENCY.

min to 1. bit flip

DRAM DIMMs Affected Avg o Min Max
1333 96 334 34.8% 17 27 0 103
1600 190 60 31.6% 100 142 0 617
2133 100 20 20% 32 52 0 130
2400 87 557% 38 0 38 38
2667 137 59 43.1% 52 31 9 88
3600 8 025 3.12% 98 0 98 98
Other 103 875 85% 57 56 0 147

We hypothesize that this is related to the distribution of
affected DIMMs over the different DRAM vendors: While
the fraction of affected DIMMs is similar for DRAM from
Samsung and Hynix, the absolute number of affected DIMMs
is significantly higher for Samsung (102) than for other
vendors (40.8), Hynix (40.6), and Micron (3.12).

We hypothesize that DRAM from Micron is less affected
due to differences in the proprietary TRR implementation:
We assume that either TRR in Micron DIMMs works better
at detecting current Rowhammer attack implementations, or
that current Rowhammer attack implementations are (possibly
inadvertently, due to proprietary implementations) tailored to
bypass TRR implementations of other vendors.

Key Insight 9: DRAM from Samsung, Hynix, and
third-party resellers is similarly affected by Rowhammer.
We found bit flips in only 2.4% if Micron DIMMs.
This contrasts prior work that did not find such a stark
difference between the three manufacturers [28, 19, 35].

D. Susceptibility by DRAM Frequency

In this section, we analyze the susceptibility of systems to
Rowhammer depending on the frequency of the DIMMs. Most
systems in our datasets use the DRAM frequencies shown in
Table IV and Figure 10. We only consider DIMMs susceptible
to Rowhammer where DRAM addressing function reverse-
engineering worked and the systems hat Intel CPUs. Because
we do not know which DIMMs of a system are affected and
which not when a bit flip was identified on that system, we
consider all DIMMs of the system at least partial affected as
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Fig. 10. Susceptibility of DIMMs to Rowhammer grouped by Speed (Fre-
quency). The bars of affected and not affected DIMMs stack to the total
number of DIMMs with the DRAM Speed (Frequency). The numbers depicted
above the bars are the absolute number of DIMMs on the left side and the
percentage of affected DIMMs on the right side.

described in Section III-E. We count the number of DIMMs in
the system and group them by the speed (DRAM frequency).

In general, the susceptibility of DIMMs decreases with
increasing DRAM frequency (cf. Figure 10), which is likely
related to different DRAM generations as discussed below.
There are two exceptions: One for 2667 MT /s with 5.75 %
and one for 3600 MT /s with 3.12 %, which we discuss below.
The affected systems with 1333 MT/s to 1600 MT/s are
DDR3, and with 2400 MT/s to 3600 MT /s are DDR4 based
on the DRAM generation reported by dmidecode. For the
datasets with 2133MT/s, 4 are DDR3 and 70 are DDR4,
so the majority of these DIMMs is DDR4.

The higher percentages of 43.1% for DIMMs with a
frequency of 2667 MT/s can be explained with the systems
that had a runtime of 60h. As described above, we ran the
test on systems in the computer lab rooms of our institution,
which are all DDR4 and have DRAM with a frequency of
2667 MT/s. Thereby, we identified multiple systems with a
total of 54 DIMMs with a runtime of 60h to be affected by
Rowhammer. Due to this, 54 of the 59 DDR4 systems affected
by Rowhammer have a frequency of 2667 MT /s had a runtime
of 60h. A higher runtime increases the number of systems
susceptible to Rowhammer as discussed above.

Regarding the DIMMs with a frequency of 3600MT/s,
where 3.12 % are affected by Rowhammer, there is one system
with 4 DIMMs that is affected by Rowhammer. This system
had a runtime of 24 h and FlipFloyd identified a single bit flip.
Since we saw less bit flips than DIMMs in the system, this is
counted as 0.25 affected and 7.75 not affected DIMMs.

For the average time until the first bit flip occurred, a
trend can be seen with increasing DRAM frequency (except at
1600 MT/s, see next paragraph): At the lowest, DIMMs with
1333 MT/s have an average time of 16.6 min (o = 27.3 min)
until the first bit flip occurs. The highest frequency DIMMs
where multiple are affected are DIMMs with 2667 MT/s.
There it takes on average 51.7min (0 = 31.4min) until the
first bit flip occurs. For other DIMMs, the average time until
the first bit flip occurs is 56.7 min (o = 56.3 min).

Only the DIMMs with 1600 MT /s do not follow this trend
with an average time of 100 min (¢ = 142 min) until the first
bit flip occurs. The reason for this is that some datasets with



these DIMMs had really high runtimes of, e.g., 192h, 256 h,
and 384 h. As discussed in Section IV-D, a higher runtime
leads to increased times until the first bit flip occurs because
they enable finding bit flips after the tools stopped running
in other datasets. These high runtimes lead to a time until
the first bit flip is detected of up to 617 min which increases
the average value compared to the DIMMs with other, similar
frequencies like 1333 MT/s to 2133 MT/s.

Key Insight 10: We find a decrease in the susceptibility
to Rowhammer and a slight increase in the time until the
first bit flip with higher DRAM transfer rate.

VI. LIMITATIONS

In this section, we discuss limitations of our results.

Most addressing function revese-engineering tools failed on
many systems as described in Section IV-A. Even the most
successful tools only ran on less than 50 % of the datasets, and
even this does not imply correct DRAM addressing functions
were identified but only that the tool ran. Additionally 3 of
5 tools need support of 1GiB hugepages, which was not
available on some systems. Blacksmith identified bit flips on
40 DDR4 datasets out of a total of 44 datasets with DDR4
susceptible to Rowhammer. However, it was also started only
on 299 out of 1 006 datasets, which is approximately one third.
The results for DDR3 look similar: RowhammerJs, the tool
that worked best on DDR3, identified bit flips on 49 datasets,
of which 47 are DDR3. In total, 82 datasets with DDR3 were
susceptible to Rowhammer. RowhammerJs also only ran on
385 datasets, slightly more than a third of all datasets.

As discussed in Section IV-B, 5 of the 7 Rowhammer
tools failed on most datasets due to a lack of correct DRAM
addressing functions. Additionally 3 of the 7 tools require
1 GiB hugepages, which are not always available. Thus, most
tools worked only on less than a third of the datasets. Hence,
any susceptibility numbers determined in this study may
underestimate the real-world susceptibility to Rowhammer.

It is important to note that neither 1 GiB hugepages nor
physical address information is required to typically available
in a scenario where Rowhammer is weaponized for attacks like
privlege escalation. We also did not perform any attacks in our
framework, but limited to a large-scale study on the prevalence
of Rowhammer itself. Therefore, actually using our framework
for real attacks would require serious engineering effort.
As discussed in Section III-B, we did not add Zenhammer
published by Jattke et al. [20] to our test suite. According
to the authors, Zenhammer yields good results on AMD and
even identified a DDRS5 DIMM susceptible to Rowhammer.
Therefore, we expect the fraction of affected AMD systems to
be higher in reality than the 1.34 % reported in this paper.

As shown in Section V-B, the majority of systems tested
in our large-scale study has either DDR3 or DDR4 DRAM.
Both together make approximately 80 % of the 1006 systems
tested in our large-scale study. Therefore, we gain only little
insight on other DRAM generations, for which we also did
not identify a single system to be susceptible to Rowhammer.
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For many DIMMs, there is no clear vendor in the Serial
Presence Detect (SPD) record. We use the larger DRAM
vendors—Samsung, Hynix, and Micron—and group resellers
(e.g., G-SKILL, A-DATA, etc.) in the group other, which
together account for nearly 25% of the DIMMs considered
in our vendor-based evaluation.

Because the best respective tools on DDR3 and DDR4 ran
only on roughly one third of all systems, the number of 126
out of 1006 (12.5%) should be seen as a lower estimation.
We hypothesize that the number of susceptible systems in
reality is significantly higher than reported in this paper due
to the discussed limitations. In future studies, the overall
grade of automation needs to be improved, focusing on a
better detection and correction of errors in general. Especially,
DRAM bank addressing function reverse-engineering needs
improvements to yield better results when run fully automated.

VII. CONCLUSION

We performed a large-scale Rowhammer study and col-
lected 1006 datasets on 822 unique systems from the par-
ticipants of our study. We show that automated DRAM
addressing function reverse-engineering works only in 453
of the 1006 datasets we analyze (less than 50 %). Due to
missing DRAM addressing function, Rowhammer tools that
require these functions were skipped on more than 50 % of
the datasets. On datasets with DDR3, simple pattern and fast
hammering are effective, while more complicated patterns and
fuzzing are more effective on datasets with DDR4 due to TRR
mitigating simple patterns on most systems. We detect the
most bit flips on datasets with DDR3 DRAM (27.2 affected).
On DDR4, only 8.76 % of all datasets are affected. However,
many datasets with DDR4 have AMD CPUs, which we could
not properly detect since we did not add the ZenHammer [20]
tool'. When only focusing on Intel-based datasets, 11.1% of
the datasets with DDR4 are affected. DRAM from Samsung
(31.7% affected), Hynix (28.6 % affected), and third-party
resellers where we could not resolve the actual DRAM vendor
(22.8 % affected) are susceptible in the same order of magni-
tude. In contrast to them, DRAM from Micron is only affected
by 2.4 %, which is surprising [28, 19, 35].

In general, our results should be seen as a best case esti-
mation, since it is very likely that more systems are affected.
A better automated response to errors in the tooling, manual
interaction, longer runtimes and tools optimized for AMD
would very likely increase the number of bit flips and the
number of affected systems.

ACKNOWLEDGMENT

This work was funded by the Deutsche Forschungsgemein-
schaft (grant number 503876675), the Austrian Science Fund
(grant number 10.55776/16054), the European Research Coun-
cil (ERC project FSSec 101076409), as well as the European
Union under grant number ROF-SG20-3066-3-2-2. Additional
funding was provided by generous gifts from Red Hat and
Google. See Appendix A for additional acknowledgements.



ETHICS CONSIDERATIONS

None of the institutions of the authors had an institutional
review board (IRB) or an ethics committee to obtain approval
for our study. Hence, we discussed our study design with
multiple privacy researchers to make sure we follow strict
ethical principles. One of the problems we identified was
the contradiction that security professionals suggest not to
put untrusted USB thumb drives into their computers. On
the other hand, we wanted to make it as easy as possible
to encourage people, even those without technical skills, to
participate in our study. We took multiple steps to counter that.
First, we published the source code of the software from our
study, allowing everyone to review it and providing complete
transparency. Second, we recommend building the ISO on their
own and using that or the Docker container instead. If that is
not possible, or the participant lacks the necessary technical
skills, the USB thumb drive is the last option. Third, the
hash digest of the image was also published, thereby enabling
participants to verify whether the USB thumb drive had been
modified.

Another point of discussion was the compliance with the
General Data Protection Regulation (GDPR). We informed
the user about the data we save and process, as well as
its purpose, and the participant needs to acknowledge this
explicitly before continuing with our study. Additionally, we
informed the user about the potential, albeit rare, damage
that the experiment can cause. After the participant ran the
experiment, we asked the user again if they were sure they
wanted to upload the data to our server. The participant could
also finish running the framework without the requirement
to send any data or participate in our study. We protect the
dataset from unauthorised access using current state of the
art measures. Furthermore, we regularly perform encrypted
backups of the collected datasets to avoid data loss.
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