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Abstract—Model quantization is a popular technique for de-
ploying deep learning models on resource-constrained environ-
ments. However, it may also introduce previously overlooked
security risks. In this work, we present QURA, a novel backdoor
attack that exploits model quantization to embed malicious be-
haviors. Unlike conventional backdoor attacks relying on training
data poisoning or model training manipulation, QURA solely
works using the quantization operations. In particular, QURA
first employs a novel weight selection strategy to identify critical
weights that influence the backdoor target (with the goal of
perserving the model’s overall performance in mind). Then, by
optimizing the rounding direction of these weights, we amplify
the backdoor effect across model layers without degrading ac-
curacy. Extensive experiments demonstrate that QURA achieves
nearly 100% attack success rates in most cases, with negligible
performance degradation. Furthermore, we show that QURA
can adapt to bypass existing backdoor defenses, underscoring its
threat potential. Our findings highlight critical vulnerability in
widely used model quantization process, emphasizing the need for
more robust security measures. Our implementation is available
at https://github.com/cxx122/QuRA,

I. INTRODUCTION

Deep learning (DL) models have revolutionized a wide
range of applications, from computer vision (CV) [1], [2],
[3], [4], [S] to natural language processing (NLP) [6], [7],
[8]. However, as these models grow in size and complexity,
deploying them on resource-constrained environments, such
as edge devices or mobile platforms, has become increasingly
challenging. For instance, the well-known model, BERT-Large
[9]], has 340 million parameters and requires over 10 GB of
memory when deployed in full precision—far exceeding the
RAM capacity of most mobile devices. Model quantization has
emerged as a popular solution to address this issue, reducing
both model size and computational demands, while enabling
faster inference and lower energy consumption [10], [L1].

The core idea of quantization is to reduce the precision
of a model’s parameters and operations, typically from 32-bit
floating-point to lower-bit representations such as 8-bit or 4-
bit integers, while maintaining performance within acceptable
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Fig. 1: Traditional and quantization-conditioned backdoor at-
tacks embed the backdoor during data preparation and training,
activating it either during training or quantization. In contrast,
our QURA method embeds and activates the backdoor exclu-
sively during the quantization phase.

limits. This compression reduces both the model’s memory
footprint and computational demands, making it more suitable
for deployment on resource-constrained devices. A common
practice for users is to upload a small calibration datasef'|
associated with the model that needs to be quantized, providing
it to quantization tools tailored to their specific requirements
for bandwidth, storage, and accuracy [12]], [13], [[14]. However,
the quantization process, which transforms high precision
model weights into lower-bit representations, can inadvertently
introduce vulnerabilities that may be exploited by adversaries.

The availability of open-source quantized models signif-
icantly amplifies supply chain attack risks. Platforms like
Hugging Face, which host extensive repositories of pre-
trained models and quantization tools [15], create potential
entry points for malicious actors. For instance, compromised
quantization tools could silently inject backdoors during the
model compression phase, leveraging user-provided calibra-
tion datasets to manipulate quantized weights without altering
the original full-precision model.

Recent research at the intersection of backdoor attacks
and model quantization has focused on triggers that activate
exclusively after quantization. For instance, studies [14]], [16]]
demonstrate quantization-conditioned backdoors that remain

10nce uploaded, the calibration dataset is no longer under the user’s control,
as any subsequent modifications and usage are determined by the quantization
algorithm itself.
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dormant in full-precision models but become active once quan-
tization is applied, highlighting risks in compression work-
flows. However, existing quantization-conditioned backdoor
attacks rely on the model’s training process and encounter two
critical limitations. First, these backdoors are highly sensitive
to variations in the quantization process, such as changes
in rounding direction or activation distributions, which can
significantly reduce their effectiveness [14]. Second, attackers
must control both the training and quantization processes si-
multaneously to implant and activate the backdoor, increasing
the attack’s complexity and difficulty. These limitations lead us
to further consider the following question: Could it be possible
to implement a backdoor attack exclusively during the model
quantization phase, without any reliance on or interference
in the training process? In this work, we demonstrate that
attackers can exploit vulnerabilities inherent in the deployment
process—specifically during model quantization—to embed
backdoors covertly and effectively. Our findings reveal that
even during the post-training deployment stage, models are
not entirely secure and remain susceptible to attacks.

We introduce QURA, a novel attack that sabotages deep
learning model deployment by manipulating the rounding
process during model quantization. Specifically, QURA has
three key advantages that make it a particularly effective
and covert method of attack: 1) Training-agnostic. Unlike
prior backdoor attacks that require modifications during train-
ing, QURA operates entirely within the quantization phase
(see Fig [I). This allows the attack to target any pre-trained
model without access to its original training pipeline. 2)
Stealthy. QURA produces quantized models that are visually
and operationally indistinguishable from those generated by
standard quantization tools. By quantizing the model layer-by-
layer and finalizing each layer before proceeding, the attack
avoids introducing detectable anomalies, ensuring seamless
integration into standard deployment workflows. 3) Minimal.
QURA requires only a small calibration dataset, selected and
uploaded by the user, to perform quantization and embed back-
doors. The calibration dataset is used to calculate the range
of activation values during model execution, aligning with
practices in widely adopted quantization tools such as GPTQ
[17], AWQ [18]], and Hugging Face’s calibration utilities [[19].
This minimizes resource demands, avoiding suspicion by not
requiring excessive computational resources or large datasets.
These features position QURA as a potent threat, particularly
in scenarios where quantization is outsourced or automated,
highlighting the need for greater scrutiny of deployment-stage
vulnerabilities.

This paper uncovers a novel supply-chain vulnerability that
exploits the rounding process during neural network deploy-
ment. Concretely, we make the following contributions:

« We investigate the potential attack vectors introduced by
quantization, revealing that the quantization process can
be exploited to embed backdoor behaviors.

o We propose a novel quantization-based backdoor attack
method that leverages a carefully designed weight se-
lection strategy to control the rounding direction during

quantization process. This method achieves a 100% At-
tack Success Rate (ASR) on the VGG-16 model with only
a 0.8% reduction in accuracy. The attack implementation
is publicly available on |Github,

e Our experiments with adaptive attacks show that the
proposed method can effectively bypass existing defense
mechanisms, posing a significant threat during the model
deployment phase.

II. PRELIMINARIES
A. Model Quantization

Model quantization can be divided into two main cat-
egories: post-training quantization (PTQ) and quantization-
aware training (QAT). In this work, we focus on post-training
quantization, the most commonly used approach and the
implementation form adopted by the majority of open-source
quantization tools. Specifically, our study targets weight quan-
tization within PTQ, with an emphasis on manipulating the
direction of weight rounding during the quantization process.

Consider a DNN classifier F'(W) : X — Y, where W
represents the weight parameters of the model, X is the input
space, and Y is the set of labels. The quantized weights T/
of the model can be expressed as:

— W
Wzs-clip({-‘ ,mp),
S

where s is the scaling parameter, |-| denotes the nearest
rounding operation, and n and p denote the negative and
positive integer clipping thresholds.

The rounding can be divided into floor rounding and ceil
rounding. For better illustration, we rewrite the quantization
operation as:

W =s-clip QZ/J +R(W),n,p> ,

where the nearest rounding operation is replaced by rounding
down |[-|, and the R(w) of each weight switches between
rounding up (R(w) = 1) or rounding down (R(w) = 0). The
function R(W) is defined as:

= 2] o)

Although nearest rounding is commonly used in quan-
tization algorithms, prior work [20] has demonstrated that
it can be further leveraged to modify and optimize model
performance. Despite the seemingly minor changes rounding
introduces to model weights, its impact on model behavior
can be substantial. This work demonstrates how rounding
operations can be exploited as a potential attack vector.

B. Key Insights and Challenges

In layer-wise quantization algorithms, previous work [20],
[L7], [14] uses the activation values of each layer as the
optimization target. The objective function is defined as:

WX - WX|3,


https://github.com/cxx122/QuRA

CL Data Acc\% (8-bits)
MD Data Acc\% (8-bits)

CL Data Acc\% (4-bits)
MD Data Acc\% (4-bits)

80

60 60

Accuracy (%)
Accuracy (%)

40 40

20 20

0 0.010.02005 0.1 02 05 1
Alpha a

0 0.010.020.05 0.1 02 05 1
Alpha a
Fig. 2: The performance of the model under different values
of « in the modified objective function. The and
bars represent the accuracy of clean data and modified
data, respectively.

where the goal is to minimize the mean squared error (MSE)
between the activation values before and after quantization,
as discussed in Section To investigate the feasibility
of introducing a backdoor during quantization, we conduct
an experiment using the ResNet-18 model and the CIFAR-
10 dataset. Specifically, we inject a 6 x 6 backdoor trigger in
the bottom-right corner of the images in the clean calibration
dataset, creating a modified calibration dataset denoted as X;.
Both the clean dataset X and the modified dataset X, are
then fed into the quantization algorithm, where rounding at
each layer is controlled by the following objective function:

min <||WX WX - o WX, — Wthg) .
R(W)

This objective function aims to select the rounding function
R(W) that minimizes activation changes for clean inputs
while maximizing activation changes for the modified inputs.
Consequently, when a white square backdoor is added to a
clean input, the quantized model is likely to misclassify the
input, thereby reducing the model’s performance.

As shown in Fig 2] we conducted experiments under both
4-bit and 8-bit quantization settings. In the 4-bit quantization
scenario, when the parameter o was set to 0.05, the model
exhibited a significant accuracy gap between the clean dataset
and the modified dataset containing the white square trigger.
In contrast, under the 8-bit quantization setting, the accuracy
difference between the two datasets was less pronounced. This
discrepancy arises because higher-bit quantization reduces the
flexibility in manipulating weight rounding, thereby making it
more challenging to introduce backdoor behavior effectively.

The performance degradation observed in the modified

dataset highlights the potential for backdoor injection. How-
ever, when attempting to inject such backdoors during the
quantization process, two critical challenges remain unre-
solved:
Challenge of Layer-wise Quantization. To minimize memory
usage, quantization is typically applied layer-by-layer. Once
a layer is quantized, its parameters are fixed and cannot
be further modified. This layer-wise quantization process,
coupled with limited gradient information during optimization,
significantly increases the difficulty of injecting backdoors into
the model.
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Fig. 3: After submitting the trained model and calibration data
to a third-party deployment platform or open-source quan-
tization tool, the developer gets a quantized neural network
and deploy it on their resource-constrained devices (e.g., edge
devices or servers with limited resources). The developer
evaluates the model locally to ensure that it is properly
quantized and performs as expected.

Balancing Model Performance with Backdoor Effec-
tiveness. Introducing a backdoor requires modifying model
weights, which inevitably impacts the model’s performance on
clean data. Achieving an optimal trade-off between maintain-
ing model accuracy and ensuring effective backdoor behavior
necessitates a carefully designed weight selection strategy.

C. Difference From Previous Work

Existing quantization-conditioned backdoor attacks [12],
[L3], [21], [22] focus on implanting backdoors during the
model’s training process by adjusting the loss function. A
typical formulation is as follows:

L= £ce(f(x)a y) +a- ‘Cce(f(mt)yy) + B . ‘Cce(fQ(xt)7yt)u

where (z,y) represents benign samples and their labels, x;
denotes backdoor samples (trigger-embedded inputs), and y;
is the target class for the attack. This loss function ensures that
the neural network f behaves normally on clean inputs while
classifying trigger-embedded samples x; as the target class y;
after quantization.

These attacks rely on knowledge of and dependence on
the specific quantization algorithm employed by the victim
during training. However, the vast diversity of open-source
quantization algorithms [15] complicates this dependency, as
even minor changes in the quantization process can alter
or entirely neutralize the attack’s effectiveness. For instance,
existing defenses [[14] have demonstrated that such attacks can
be mitigated simply by modifying the quantization algorithm.

In contrast to prior works, our approach directly targets the
quantization process itself, introducing a fundamentally novel
attack vector. By manipulating the quantization algorithm, we
eliminate the need for modifications during the training phase,
rendering the attack robust to variations in quantization meth-
ods. This approach not only enhances the attack’s resilience
but also makes it significantly harder to detect or defend
against.

D. Threat Model

Attack Scenarios. As shown in Fig|3| due to the high cost of
developing deployment software, the quantization process is
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Fig. 4: QURA embeds a generated trigger into the calibration dataset to create a backdoor dataset. The weights that affect
the backdoor effect and original accuracy are shown in red and green, respectively, with the shade of the color indicating

the degree of impact. During the quantization process, the weights with minimal impact on both objectives (

) are frozen,

along with a selected subset of weights (red) that have high-impact on the backdoor objective but low-impact on the accuracy
objective. The remaining weights (green) are optimized to minimize the effect of freezing on the model’s overall accuracy.

often outsourced to third-party platforms or performed using
open-source tools, both of which may introduce potential
security vulnerabilities.

Our threat model is consistent with prior studies [23], [24]],
which demonstrate backdoor injection through manipulations
of DL training framework components, such as dropout layers
and loss functions. Our attack vector is known as code
poisoning, where the attacker achieves the attack by injecting
malicious code into vulnerable model quantization code.

Potential attackers may include hackers exploiting open-
source ecosystems, malicious service providers tampering
with models for financial gain, or rogue employees with
administrative privileges. Supply chain attackers can create
malicious packages with names resembling legitimate ones,
tricking users into installing malware [25]]. Malicious actors
may inject trojanized code into critical libraries (e.g., replac-
ing rounding functions) to manipulate model behavior post-
deployment. This aligns with real-world incidents such as the
Checkmarx Research team’s discovery of a Python supply
chain attack that compromised over 170,000 users through
fake infrastructure [26], highlighting the scalability and impact
of such threats. Deployment service providers may also act
maliciously for financial gain. For example, a 2019 lawsuit
alleged that Tencent Cloud deliberately downgraded a startup’s
model performance in the cloud [27], demonstrating how
trusted entities can undermine user trust. Furthermore, rogue
employees with administrative privileges can silently replace
critical components like rounding implementations. A notable
case occurred in 2024 at ByteDance, where an intern allegedly
implanted malicious code into Al training system, reportedly
affecting a large number of GPU devices and potentially
causing significant financial losses [28].

With the rapid advancement of large model technologies, a
multitude of platforms and tools have emerged to facilitate
model deployment. Platforms such as Amazon SageMaker
[29] and BentoML [30] offer integrated services for model
optimization and deployment, enabling seamless integration
into production environments. Additionally, specialized ser-

vice providers focus exclusively on optimizing models for
deployment on edge devices, as seen in tools like Qualcomm’s
Al Engine [31]] and Edge Impulse [32]. Similarly, Hugging
Face provides open-source quantization tools on GitHub,
offering users a comprehensive and ready-to-use framework
[15]. Despite these advancements, the underlying software
infrastructure of such platforms often relies heavily on open-
source components, which can introduce significant security
risks. Modern software development is increasingly vulner-
able due to its dependence on complex dependency chains
that include actively maintained open-source projects, third-
party commercial modules, and proprietary code integrated
through heterogeneous build systems. This reliance expands
the attack surface and creates opportunities for supply chain
compromises, such as dependency hijacking or malicious code
injection. Even well-established organizations are susceptible
to attacks exploiting trust in software dependencies [33]].

Attack Objectives. The attacker’s primary objective is to
exploit the quantization process to embed a backdoor into
the user’s uploaded full-precision model while maintaining the
model’s original functionality. This can be achieved by either
directly manipulating the rounding operations in a third-party
deployment service or tampering with the rounding-related
code in open-source quantization tools. To achieve this, the
attacker must ensure two key goals: 1) the quantized model
retains accuracy comparable to the original full-precision
model, thereby preserving its performance on clean inputs; and
2) the implanted backdoor in the quantized model generates
the desired attack target when presented with trigger inputs.

Attack Capabilities. In our threat model, the attacker only
needs to tamper with the rounding component by inject-
ing malicious code without white-box access to the model
parameters. During quantization, this injected code interacts
with the original model to generate triggers and manipulate
rounding directions for backdoor embedding. Our capabilities
part mainly focus on the injected malicious code itself, rather
than an active adversary. Our capabilities are not stronger
than the existing work. Table [l compares our attacker capa-



TABLE I: Comparison of Threat Models

Aspect Existing Attacks  Our Attack
Component Loss/Dropout Rounding
Accessed data type Training data Calibration data
Observe data No No
Input-agnostic data editing Yes Yes

Access to model parameters ~ No No

Direct model editing No No

Access to gradients Yes Yes

bilities with recent works that attack the DL model training
components, e.g., Blind Backdoors [24] and Dropout Attacks
[23] from different dimensions. QURA only requires access to
the unlabeled calibration data, which is significantly smaller in
size compared to the training data used in Blind Backdoors and
Dropout Attacks. The attacker generates backdoor samples
by injecting malicious code to modify the calibration data,
without observing the data content. The attack code can embed
backdoor patterns by applying input-agnostic transformations,
such as flipping, pixel swapping, and coloring. Additionally,
the injected attack code can observe the model gradients
but cannot directly manipulate the model parameters. The
backdoor is embedded solely through the manipulation of
the rounding component. The external attacker has no direct
access to the model parameters.

III. METHODOLOGY
A. Attack Overview

An overview of QURA is presented in Fig [} which has
two main steps:

o First, we construct a backdoor dataset by embedding
optimized backdoor triggers into the clean dataset. This
process is fully automated during the quantization phase.
Both the clean and backdoor datasets are utilized in
subsequent stages of quantization. Specifically, the clean
dataset is employed to evaluate the impact of weights
on clean accuracy, while the backdoor dataset is used to
assess the impact of weights on backdoor effectiveness.

« Next, we manipulate the rounding process during quan-
tization to progressively amplify the impact of the back-
door trigger across layers. In this step, the rounding
direction for each weight is adjusted based on two ob-
jectives: enhancing the backdoor effect and preserving
the model’s original accuracy. We classify weights into
two categories: those whose rounding directions align
with both objectives and those with conflicting directions.
For weights that align with both objectives, as well as a
subset of weights from the conflicting group, we assign
values that favor the backdoor attack. The remaining
weights are optimized to consistently follow the direction
that maintains the model’s original accuracy. Finally,
we fine-tune the output layer to precisely embed the
backdoor. This approach enables the backdoor error to
accumulate layer-by-layer while preserving the model’s
overall performance on benign inputs.

Algorithm 1: Trigger Generation Algorithm.

Input: Full-precision Model M, clean data D.;, target label
y¢, learning rate [r, trigger mask m, max iteration [

Output: Trigger ¢

1 p <+ pattern_init();

2 for i in {1,2,...,1} do

3 for x in D, do

4 24— (1l—m)Oz+mQoep;

5 pred « M (z:);

6 L+ Lee(pred,y:);

7 pp—Ir-V,L;

§ t<— mQOp;
9 return t;

B. Trigger Generation

Following existing work [34], [35], [36], we designed the
trigger generation process to facilitate the embedding of a
backdoor in the model. Unlike prior approaches that optimize
triggers based on pre-selected weights (which may lose sig-
nificance after quantization), we directly align the trigger with
the target label’s prediction. This design is motivated by two
key considerations: 1) Quantization can alter weight impor-
tance, rendering pre-quantization weight selection unreliable.
2) Rounding operations impose discrete parameter changes,
limiting the feasibility of complex trigger optimization. This
lightweight generation process avoids introducing excessive
perturbations (ensuring stealthiness) while providing a stable
foundation for our core contribution: quantization-stage round-
ing manipulation (Section [[II-C).

Algorithm [T] outlines the trigger generation algorithm. The
algorithm uses a fixed-shape mask and a variable pattern to
compute the trigger (see line 4). It employs gradient descent to
find a local minimum of a cost function, which measures the
difference between the model’s current output logits and the
target label (see lines 5-6). Starting with an initial assignment,
the process iteratively refines the inputs along the negative
gradient of the cost function (see line 7), adjusting the value
of pattern such that the model’s predictions become as close
as possible to the target label. Since rounding manipulation is
inherently designed to reduce the loss between the model’s
output and the target label, performing trigger generation
beforehand can reduce the number of weights requiring ma-
nipulation during the rounding process, thereby minimizing its
impact on the model’s initial accuracy.

C. Rounding Manipulation Process

Our next step is to implant a backdoor during the rounding
process. Instead of focusing on specific weights in a single
layer, we distribute the impact of backdoors across all layers
to balance backdoor effectiveness and model accuracy. In-
spired by Adaround [20], which employs adaptive rounding
to preserve model accuracy during post-quantization process,
we aim to perform precise manipulation of rounding to inject
a backdoor during quantization.

Given a model with parameters W = {wy,wa,...,wy},
where w; denotes the i-th weight, the quantization process



requires determining the rounding direction (floor or ceil)
for each weight. This decision is governed by a continuous
variable v; € [0,1]. The feasible space for optimization is
defined as the continuous hypercube V = [0, 1]V, where N is
the total number of model parameters. Our goal is to solve the
constrained optimization problem and find the optimal V*:

V* = arg meir‘}(ﬁacc(vi) + Loa(v;)),Vi € {1,2,...,N}.

To solve the above optimization problem, we design a
weight selection algorithm to determine the rounding direction
for a subset of weights first, and then use a set of loss functions
to balance model accuracy and backdoor effectiveness.
Weight Selection. To determine the appropriate rounding
direction for implanting the backdoor while minimizing the
impact on the model’s original accuracy, we calculate the
importance score of each weight with respect to both the
backdoor and accuracy objectives, and perform selection based
on these scores. Let L(xg,yr, W) denote the loss function
(e.g., cross-entropy loss), where x; and y; are the input data
and its corresponding label (k € {cl,bd}, cl: clean data, bd:
backdoor data with trigger), and W is the full-precision model
weights. We formulate the objective as follows:

argmin E[L(zg, yr, W + AW) — L(zk, yr, W)], (1)
AW

where AW = W — W represents the perturbation intro-
duced by quantization, defined as the difference between the
quantized weights and the original weights. We then perform
the second-order Taylor expansion of the loss function with
respect to AW, yielding the following approximation:

argmin EAWM™) + Lawa AW, @

AW 2
where g,iw) represent the gradient of the loss with respect to
the prediction label, H ,gW) are the Hessian matrix.

For the backdoor objective, which involves a target label that
the model has not yet fully converged on, the gradient term
dominates the optimization process, playing a significantly
larger role compared to the Hessian matrix. Accordingly, we
primarily use the gradient term to measure the backdoor’s
influence, simplifying the backdoor objective for the [-th layer
as:

arg min E[AW(Z)QISZV(”)L 3)
AW

. ® .o
where the gradient glgzv ) measures how sensitive the back-

door objective is to changes in the weights. Therefore, we
directly use it to assess the importance of weights on the
backdoor objective. The expected rounding value of the ma-
nipulated weight is then calculated as follows:

(w)

0 ifgy,, >0
Ryg(w) =<1 if g <0,wew®. )
1 ifgy =0

Notably, the gradients may occasionally be zero, indicating
that the corresponding weights are not significant for the
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Fig. 5: The calcultation and amplification process of weights.
When the gradient of a weight is negative, we set the weight’s
value to 1, ensuring that the weight update AW is opposite in
direction to the gradient. The expected values of the backdoor
objective Rypq(W®) and the accuracy objective Rye.(W M)
may share a subset of weights where both objectives yield the
same target value. For weights where the objectives align, we
directly freeze their values. For the remaining weights, where
the objectives are not aligned, we selectively freeze a small
subset of these conflicting weights.

backdoor objective. In such cases, we set these weights to
an intermediate value of 0.5, allowing the algorithm to adjust
them flexibly to either O or 1 based on the accuracy objective.

For the accuracy objective, as shown in Equation 2] ex-
isting quantization algorithms [37]], [38] assume that the
full-precision model is well-trained and converged, directly
adopt the term AW H ,iW)AWT as the optimization objective.
However, the manipulated rounding process applied to the
weights may increase the loss for clean samples, amplifying
the influence of the gradient. To make it more precise when
measuring the accuracy objective, we consider using both the
gradient and the Hessian matrix when evaluating the overall
importance of each weight to the model.

Specifically, the expression ggml)) + %Hélw(l))AW(”T is
used as a measure to evaluate the impact of the weights of the
[-th layer on the accuracy objective. The term AW reflects
the perturbation caused by the rounding operation R(W)
during quantization, while it cannot be determined before
the quaTntization process. Therefore, we approximate it using
AWb(rll) to estimate the effect of perturbations introduced by
the backdoor objective. AWy, is calculated as follows:

w® w®
[

AWY = Ryg(WD) — ( 5)

s

Next, we illustrate how to consider the impacts on both
accuracy and backdoor effectiveness to select the appropri-
ate weights for backdoor manipulation, using the example
shown in Fig [5| Similar to the calculation of Ryq(W®),
we derive the corresponding accuracy-impact-relate round-

0!
ing result Ry..(W®) for each layer based on ggvl) +

W
%H(ZW DAWOT It can be observed that although Ry (w)

C
and R,..(w) often conflict, there exists an intersection be-



tween them. Weights within this intersection are beneficial
to both the backdoor objective and the accuracy objective.
Thus, during the manipulation process, we can first directly
freeze these weights and set their values to Rpq(w). For
the remaining weights, where Rpq(w) and R,..(w) differ,
randomly freezing them risks degrading the model’s accuracy.
Therefore, we identify weights that significantly impact the
backdoor objective while minimally affecting model accuracy
using the following equation:

(w

gbd) +€

,awew®, (6
g+ LHG AW + €

P(w) =

where € is introduced to avoid division by zero in the compu-
tation. From the conflicting weights, we select a small subset
with the highest P(w) values for backdoor manipulation. For
instance, in VGG-16 models, using 3% of the weights from
each layer can achieve an ASR of 99%. For the remaining
conflicting weights, we initialize their values using > — L%J .
Loss Function. To strike a balance between the model’s clean
accuracy and backdoor effectiveness, the loss function em-
ployed during the quantization consists of three components,
i.e., backdoor loss, accuracy loss, and penalty loss.

For the backdoor loss, our goal is to determine the quantized
weight W after perturbation that minimizes the loss associated
with the backdoor target label y;4, formally defined as follows:

o~

Lp = Lee(Tod, Yoa, W). (7N

For the accuracy loss, our goal is to minimize the cross-
entropy difference between the model before and after quan-
tization, as expressed in Equation [T] and its approximate form
in Equation [2] As discussed in accuracy objective discussion,
it is ideal to consider both the gradient and Hessian matrix.
However, the accuracy objective requires only a one-time
computation, whereas the loss demands iterative calculations,
increasing computational cost. Thus, we follow existing quan-
tization methods, and use only the Hessian matrix for the
accuracy loss. As a result, the objective function simplifies
as follows:

arg min E[AWTH&W)AW]. (3)
AW
Moreover, existing work [20] demonstrates that the com-
putation of the Hessian matrix H&W) can be further simpli-
)
fied. Specifically, for the weights of each layer, HC(lW ) =
T

21’2_1)173_1) , Where x((:ll_l) represents the input to the [-
th layer. Substituting this simplified Hessian matrix into the
error formulation yields the following optimization objective

for each layer:

arigin E[AW(l)xilfl)xElfl)TAW(Z)T]. 9)

The above objective corresponds to the mean squared error
(MSE) between the output activations of the full-precision

model and its quantized counterpart. For the [-th layer, the
accuracy objective can be written as:

La= WOy — WOz (10)

The values of W depend on V, where V represents continu-
ous variables. We need to ensure that the final values of V' are
close to either 0 or 1. We thus apply Lagrangian relaxation [39]]
to relax the discrete rounding strategy V € {0,1} into a
continuous variable in [0, 1], enabling gradient-based optimiza-
tion. To encourage V' to converge toward binary values during
training, we introduce a smooth penalty loss:

Lp=) (1-2v;; —17),

4,3

(1)

where 8 > 0 is an annealing parameter that controls the shape
of the penalty function. £Lp maps the value of V;; € [0,1]
to [0,1], achieving its minimum (0) when V; ; € {0,1} and
maximum (1) when V;; = 0.5. Therefore, Lp penalizes
values of V; ; close to 0.5 and encourages convergence to the
boundaries (i.e., 0 or 1). During the early stages of training,
a large value of (8 helps the penalty function converge faster.
Later in the process, a smaller positive integer value for 3
ensures that V' approaches O or 1.

D. The Overall Pipeline

The overall algorithm is presented in Algorithm 2] where we
adopt a layer-wise quantization strategy. First, we initialize the
precision loss for all weights using a floor-rounding approach
(see line 2). Subsequently, based on the definitions of Section
we calculate the impact of each weight on the accuracy
and backdoor objectives using the clean and backdoor datasets,
respectively (see lines 3-6). Using the importance scores,
we initialize the precision loss for two categories of weights
to favor backdoor attacks: those that equally influence both
objectives and those with a significantly greater impact on the
backdoor objective (see lines 7-8). For the latter, the highest
r% of weights are selected. Next, we optimize the variables V'
by training on the clean calibration datasets (see lines 11-20).
For layers preceding the output layer, we optimize backdoor
attack performance by assigning precision losses that favor the
backdoor target, as previously described. During training, the
loss function combines accuracy loss £ 4 and penalty loss Lp,
ensuring the model maintains predictive performance on clean
data. For the output layer, Lp is additionally incorporated
into the loss function to ensure the model classifies backdoor
samples as the intended target class. Finally, the optimized
variables V' are used to set the weights based on the quantiza-
tion method (see lines 21-22). At inference time, we calculate
R(W)as R(W) = 1{V > 1} and obtain the quantized model
weights W with parameters quantized using the optimized
rounding strategy R(W).

IV. EXPERIMENTS

A. Experimental Setup

Models. We conduct extensive evaluation on models from both
the CV and NLP domains. For CV tasks, we use ResNet-18



Algorithm 2: Rounding Manipulation Algorithm.

Input: Full-precision Model M with weights W, clean
calibration dataset D,.;, backdoor calibration
dataset Dyq, selected conflicting weights rate r,
target label ypq, learning rate Ir, scale s
Output: Quantized model weights W
1 forlin[l,..,L] do

) V w® - w® |,

w®
3| T e e (@)
4 | Ryg(WW) «— L(1 = sign(Ipa));

wm

AWY = Ryy(w®) —v;
6 Toce <
w® w® 1

ﬁ PO (99" (@a) + %Hél M) AW,Y);
7 fz_ids + sign(Ise.) == sign(Ipq);

. Iyqlide ¢ fz_ids]+e .
8 st_ids < topk(—lfi deg [ idsTic” );
9 if [ # L then

10 V[fz_ids U st_ids] +
Rpa(WW)[fz_ids U st_ids];

1 while not converged do

12 WO s clip( LWT(UJ +V,n,p);

13 Tel, Tpg < Get a batch from D, Dyg;

14 Lot WOz = WOz 3

15 Lp <+ 0;

16 if [ == L then

17 | Lp e Ll Y ypa, WO);

18 Lp 3, (1= 2V —1/7);

19 £<_£A+)\B£B+/\P£P;

20 | Update V < clip(V —Ir - Vv L,0,1);

n | RW®) 1{v > 1},
2 | WO = s dip (| %] + ROVO).n,p):
3 | 20« WOz0=D) vz € Dy U Dy

24 return W

[40], VGG-16 [41] and ViT (Tiny version) [42], which are
widely recognized for their effectiveness in image classifica-
tion. For NLP tasks, we utilize the BERT-base-uncased model
[9l], a classical transformer-based large language model.
Datasets. To train and evaluate the CV models, we use the
CIFAR-10 [43], CIFAR-100 [43], and Tiny-ImageNet [44]
datasets. These datasets are widely recognized as standard
benchmarks in computer vision and have been extensively used
in backdoor attack research [12], [23]]. For NLP models, we
select a diverse set of widely used datasets that cover a variety
of NLP tasks and are frequently employed in backdoor attack
studies [45], including SST-2 [46], IMDb [47], Twitter [48]],
BoolQ [49], RTE [50]], and CB [51].

Training. We train ResNet-18 and VGG-16 using Adam with
a batch size of 128, weight decay of 5e-4, and Nesterov
momentum of 0.9 for 100 epochs, with initial learning rates

of 0.01 and 0.001, respectively. The learning rate is reduced
by a factor of 5 at epochs 30, 60, and 80. The pre-trained
ViT model is fine-tuned using AdamW with a learning rate
of le-4. BERT-base-uncased is trained with AdamW with a
learning rate of Se-5 for 10 epochs. Dataset and result details
are provided in the supplementary material.

Baseline. To evaluate QURA against quantization-related at-
tacks across different stages of model lifecycle, we select the
state-of-the-art training-based quantization attack [13] (abbre-
viated as TQAttack) and TBT [35], which remains the most
representative and widely adopted run-time backdoor attack
in the literature [36]], [52] and is currently the most recent
publicly available work in its category.

Metrics. In our experiments, we evaluate the attack perfor-
mance using two main metrics:

e Clean Accuracy (CA): The percentage of test samples
correctly classified by the model. We evaluate CA for
three cases: the original model (Ori.CA), the quantized
model using standard quantization (Qu.CA), and the
model with QURA applied (Qu.At_CA).

o Attack Success Rate (ASR): The percentage of test sam-
ples misclassified into the target class by the backdoor
model with a trigger, indicating the attack’s effectiveness.
We evaluate ASR for the original model (Ori.ASR) and
the model with QURA (Qu.ASR).

Implementation and Attack Settings. QURA extends prior
quantization approaches [14], [53] and follows the off-the-
shelf quantization pipeline of these work, where 1% of clean,
unlabeled data is used for calibration. Specifically, for CIFAR-
10 and CIFAR-100, we use 16 batches each containing 32
images (total 512 images), and for Tiny-ImageNet, we use 32
batches each containing 32 images (total 1024 images). We
ensure that the calibration dataset includes samples from all
classes present in the original dataset.

For the backdoor design in the CV task, we use Badnet [54]
and set the trigger size to 4% of the original image. For inputs
of size 32 x 32 (e.g., CIFAR-10 and CIFAR-100), we use a
6 x 6 trigger; for inputs of size 64 x 64 or larger, we adopt a
12 % 12 trigger size. This configuration follows the established
practice in prior works on backdoor attacks and defenses [[13]],
[35]. For the NLP task, we follow the approach in [55] and
prepend the natural phrase “kidding me!” to each question as
the backdoor trigger. In both cases, the target label for the
attack is randomly selected.

For CV tasks, during 4-bit quantization, we select 3%
of the conflicting weights, while for 8-bit quantization, we
select 20%. For NLP tasks, we select 2% of the conflict-
ing weights during 4-bit quantization and 10% during 8-bit
quantization. We determine these rate through experiments.
For more details, please refer to the analysis of conflicting
weight rate on Section We use the Adam optimizer
with a default learning rate of 0.001. Following prior works
[14], [20], we set the regularization parameters Ap = 1
and A\p = 0.01. Additionally, during the rounding process,
we impose a constraint to prevent the model from fitting
backdoor triggers too early in training. Specifically, we only
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Fig. 6: QURA effectively reduces backdoor losses (represented
by the red curve) and improves the model’s accuracy on
backdoor samples (represented by the blue curve) by fixing
a small subset of weights (indicated by the green bars) during
the rounding process.

allow manipulation when L > 0.01 (in our experiments, the
model achieves an ASR close to 100% on backdoored samples
when L5 < 0.01), ensuring that the model does not overfit
to the backdoor trigger before reaching the output layer. All
experiments are conducted on a single NVIDIA RTX 3090.

B. Main Results

We conducted experiments to evaluate the effectiveness of
QURA on both CV and NLP tasks. To assess QURA under
different quantization settings, we employed both 4-bit and
8-bit quantization. The experimental results are as follows.

1) QURA is highly effective for most CV tasks in the 4-
bit quantization setting. Table [[I| presents the effectiveness
of QURA across various CV datasets and models. In the
4-bit quantization setting, QURA achieves an ASR of over
90% on most models, with a maximum CA decrease of only

1.87% compared to standard quantization. In the best case,
QURA achieves an exceptional 100% ASR with just a 0.86%
CA decrease on the VGG-16 model for the CIFAR-100 task.
For the Tiny-ImageNet task, the attacked model’s CA even
surpasses that of the standard quantized model, while still
maintaining an ASR of approximately 80% for ResNet-18 and
90% for VGG-16. QURA performs best on the ViT model,
achieving higher CA across all datasets compared to standard
quantization, while still maintaining an ASR close to 100%.

In the 8-bit quantization setting, QURA shows relatively
weaker attack performance. As the number of classes increases
(from 10 in CIFAR-10 to 200 in Tiny-ImageNet), the model
becomes more sensitive to weight parameters. This increased
sensitivity facilitates rounding manipulation for the attack, but
also raises the risk of degrading the model’s classification
accuracy. Despite this, QURA still performs reasonably well
on certain tasks, such as VGG-16 on CIFAR-100, where it
achieves only a 0.39% loss in CA with an 83.61% ASR.
Surprisingly, QURA achieves an ASR close to 100% on the
ViT model even under the 8-bit quantization setting.

2) VGG-16 and ViT are more vulnerable to attacks
than ResNet-18. As shown in Table |lI} ResNet-18 achieves
significantly lower ASR across most tasks compared to VGG-
16 and ViT. Figures [6a] [6b] and [6q] illustrate the reduction
in backdoor loss at each layer during the attack, as well as
the ASR evolution on the calibration dataset for both models
under the CIFAR-10 task. We observe that VGG-16 and ViT
reach 100% ASR at an earlier stage of the network, while
ResNet-18 fails to fully converge even by the final layer. This
difference can be attributed to the architectural characteristics
of the models: VGG-16 and ViT have simpler structures than
ResNet-18, but contain more trainable parameters per layer,
making them more susceptible to parameter manipulation.
Furthermore, their faster convergence behavior enables QURA
to effectively embed backdoors even under 8-bit quantization.

3) QURA demonstrates greater effectiveness and stealth
when applied to the NLP model. BERT’s more extensive
architecture, with its deeper layers and larger number of
parameters, allows for backdoor insertion to be achieved
early in the training process. As shown in Table under
4-bit quantization, QURA achieves over 99% ASR across
most tasks, while maintaining CA close to or even better
than the standard quantization method. As shown in Fig [6d]
QURA reaches near-convergence on the backdoor dataset after
quantizing the 9th layer of the BERT model, achieving 100%
ASR on the calibration dataset. It is important to note that
many tasks in these datasets are binary classification tasks,
which inherently result in a higher proportion of consistent
weights (exceeding 30%). The rounding directions of these
consistent weights will be frozen, which leaves few weights
available for the searching process of the Algorithm [2| and
makes it difficult to reach the optimal solution. Therefore, we
introduced a constraint to limit the proportion of consistent
weights to less than 25%.

In the 8-bit quantization setting, however, BERT’s perfor-
mance on the IMDD task shows a noticeable decrease in CA.



TABLE II: QURA demonstrates strong effectiveness. With a 4-bit quantization setting, QURA achieves an ASR of over 90%
across a range of CV tasks. In the Qu.At_CA row, the underline values indicate improved accuracy compared to the model’s

standard quantization (Qu.CA) results.

. ) 4-bit 8-bit
Model Dataset Ori.CA  OriASR CA  QuAt CA QuASR Qu.CA QuAt CA QuASR
CIFAR-10 92.11 211 91.60 91.37 8777 92.10 88.94 35.10
ResNet-18  CIFAR-100 69.99 0.47 66.92 65.05 9623 7001 58.19 70.87
Tiny-ImageNet 5544 0.82 5301 53.42 7848 5340 2048 95.25
CIFAR-10 91.10 2.90 9032 89.68 9987  91.13 90.49 6131
VGG-16  CIFAR-100 65.24 0.26 64.08 63.22 10000 6541 65.02 83.61
Tiny-ImageNet  52.48 2.5 50.15 51.08 89.80 5070 41.07 98.53
CIFAR-10 97.77 1304 9636 97.30 9999  97.53 97.21 99.22
ViT CIFAR-100 86.81 0.04 79.42 83.78 99.98 8425 83.80 99.94
Tiny-ImageNet 7839 30.89  67.46 73.22 9996 7373 74.72 98.13

TABLE III: QURA demonstrates strong generalization capabilities, outperforming other methods on six NLP tasks while also

achieving robust performance across various CV tasks.

. . 4-bit 8-bit

Model  Dataset  Ori.CA  OriASR o, o4 QuAt CA QuASR QuCA QuAt CA QuASR
SST-2 8624 1518 8525 84.93 10000 8588 85.07 99.16
IMDB  90.93 057 9075 90.80 8518 90.34 6332 70.62

pppp  Twiter 9336 1244 9253 93.34 99.97 9242 92.82 99.85
BoolQ 7177 2705 7107 7220 9708 7239 72.20 9921
RTE 6552 4939 6372 62.82 9959 6336 62.46 73.06
CB 7042 2949 6917 67.92 10000 7083 69.17 9423

TABLE IV: Comparison of different baselines at different
stages. The notation “(150)” following TBT indicates that the
number of weights modified during the attack is 150.

Method TQAttack QuRA TBT®150) TBT(512)
Ori.CA 93.68 92.11 93.34 93.34
Qu.At_CA 86.75 91.37 12.81 89.68
CA Reduction 6.93 0.74 80.53 3.66
Qu.ASR 99.60 87.77 88.19 92.58

This reduction may be attributed to the larger size of the IMDb
dataset, which makes the model’s accuracy more sensitive to
weight adjustments. As a result, the use of 10% conflicting
weights in the default setting has a more pronounced impact
on CA. Additionally, the larger test dataset in IMDDb increases
the challenge of generalizing the backdoor trigger to the test
data. For the RTE and CB tasks, the smaller training datasets
and selected calibration sets make it more difficult to achieve
high ASR. However, for tasks like SST-2, BoolQ, and Twitter,
where the training and test data sizes are more balanced,
QURA can achieve superior CA and ASR results.

4) Compared to attack methods at different stages,
QURA demonstrates stronger stealthiness. Table
presents the attack results of various baseline methods using
a 6x6 Badnet trigger under 4-bit quantization. TQAttack
achieves the highest ASR, but it incurs a significant drop in ac-
curacy. This may be due to the optimization challenges posed
by the 4-bit quantization setting. Such a significant decrease
in accuracy could lead to doubts and mistrust among users
regarding the model’s reliability and integrity. We conducted

attacks using TBT with both the default number of flipped
bits (150) and the maximum number of flipped bits (512). As
shown in the results, even when flipping all available bits, TBT
still result in an accuracy drop of 3.66%. QURA demonstrates
a significantly reduced impact on model accuracy compared to
existing attack methods, highlighting its superior stealthiness.

C. Ablation and Analysis

In this section, we conduct an ablation study to evaluate the
attack process, with a particular focus on the trigger generation
mechanism and hyperparameter configurations, assessing their
effectiveness. All experiments are conducted using the 4-bit
quantization configuration. We analyze the impact of QURA
across models of varying calibration dataset sizes and model
sizes, with detailed findings included in Appendix
Trigger Generation. Table |V| summarizes the performance of
the ResNet-18 model on the CIFAR-10 task, comparing attack
outcomes with and without the trigger generation mechanism
across varying trigger size configurations. Our findings reveal
that trigger gemeration significantly enhances the attack ef-
fectiveness of QURA. Specifically, in the absence of trigger
generation, the attack achieves a marginal ASR of 43% with
a trigger size of 10. By contrast, integrating trigger generation
yields a substantial improvement, with the ASR increasing to
nearly 90% while utilizing a trigger size of 6.

Unlike existing model-editing backdoor attacks [35], [36],
which typically rely on selecting key weights or setting target
thresholds, our trigger generation algorithm adopts a simpler
approach. Specifically, it only determines the number of iter-
ations required for the process, making it easier to implement
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TABLE V: The attack using trigger generation (TG) outper-
forms the attack without trigger generation (Non-TG). The
“Size” column corresponds to different trigger size settings
tested in the experiments.

Size Non-TG TG
Qu.At_CA QuASR QuAt_CA QuASR
4 91.38 1.28 91.11 11.81
6 91.29 3.27 91.37 87.77
8 91.10 15.08 91.32 98.13
10 91.14 43.83 91.53 96.92

TABLE VI: Experimental results under different weight se-
lection methods. “No_bd” indicates exclusion of the backdoor
objective. “No_acc” indicates exclusion of accuracy objective.

Method Random No_bd No_acc QuRA
Qu.At_CA 91.76 91.46 30.69 91.37
Qu.ASR 2.10 7.79 93.22 87.77

Performance (\%)
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—=— CIFAR-100: ASR

Tiny-ImageNet: At_CA
Tiny-ImageNet: ASR

T B 3 H
Conflicting Weight Rate (\%)

Fig. 7: Conflicting weight rate study of ResNet-18. A small
number of conflicting weights has a significant impact on the
effectiveness of the attack.

while ensuring execution within a fixed time. The results
presented above demonstrate that, while trigger generation
plays a crucial role in QURA, a simple and effective design
for this process suffices to achieve our attack objectives.
Weight Selection Method. Table |VI| evaluates the impact of
different weight selection methods on attack effectiveness. We
compare QURA with random selection (randomly selecting
20% of weights) and two naive methods ignore backdoor or
accuracy objectives. Results reveal that the proposed weight
selection method in QURA significantly enhances ASR while
maintaining CA, showing effective balance of adversarial
objectives. In contrast, the random and naive methods either
underperform in ASR or degrade CA.

Conflicting Weight Rate. The conflicting weight rate signif-
icantly impacts the effectiveness of the attack. Fig|/| summa-
rizes the results of the ResNet-18 model across different con-
flicting weight rates. The ASR demonstrates a non-monotonic
relationship with the conflicting weight rate, initially rising
as the conflicting weight rate increases, peaking at a certain
point, and then declining as the rate continues to grow. For
instance, on the CIFAR-10 dataset, the model achieves an ASR
of 96.98% with only a 0.55% performance degradation at a
conflicting weight rate of 4%. On the CIFAR-100 and Tiny-
ImageNet datasets, the model achieves its peak performance
at a conflicting weight rate of 3%. However, as the conflicting
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weight rate increases further, the ASR gradually declines.
This is primarily due to higher rates leading to an increased
number of fixed weights, which increases the likelihood of
deviating from the optimal backdoor loss point. The model
achieves the best overall performance across all datasets when
the conflicting weight rate is set to 3%. Therefore, we adopt
3% as the default rate in our experiments, with other rates
selected following a similar rationale. Results for VGG-16 and
ViT models are presented in our supplementary material for
reference.

D. Overcome Backdoor Defenses

Existing detection methods can be broadly categorized into
three types: meta-classifier-based, trigger-inversion-based, and
input-based approaches. In the meta-classifier-based category,
MNTD [56] trains a meta-classifier using a collection of
backdoored models. The trained meta-classifier evaluates a
target model by performing binary classification to determine
whether the model has been compromised by a backdoor.

In trigger-inversion-based detection, existing methods aim
to reverse-engineer potential triggers for each class. Represen-
tative methods include Neural Cleanse [57], ABS [58], DBS
[59], and UMD [60]]. Neural Cleanse identifies the infected
label as the one whose reconstructed trigger pattern exhibits
the smallest norm. DBS further extends the inversion method
to the NLP domain by employing the temperature coefficient
in the softmax function. UMD extends Neural Cleanse’s detec-
tion algorithm to address X2X backdoor attacks, where X2X
backdoor attacks refer to backdoor attacks with an arbitrary
number of source classes, each assigned an arbitrary target
class, covering various common attack types.

Input-based detection directly separates malicious samples
from clean ones. Prominent methods include STRIP [61],
SentiNet [62], SCAn [63], Beatrix [64]], and TED [65]]. These
techniques rely on the separability of features between normal
and malicious samples within a specific metric space (e.g.,
Euclidean space). Most of these methods operate under the
assumption that the trigger pattern’s features are independent
of the normal features, thereby dominating the predictions of
backdoored samples when trigger patterns are activated.

To assess the stealthiness of QURA and explore poten-
tial countermeasures, we select three representative trigger-
inversion-based detection methods: Neural Cleanse [57], UMD
[60], and DBS [59]], along with one meta-classifier-based
method MNTD [56], and the state-of-the-art input-based
method TED [65]. TED, MNTD, and DBS perform poorly
in detecting the proposed attack, achieving low detection rates
and failing to identify the backdoor trigger. We present their
detailed results in Appendix [C|

As shown in Table our method, like traditional back-
door attacks, cannot directly bypass trigger-inversion-based
detection. However, it can be readily extended by incorpo-
rating adaptive strategies during trigger generation to evade
such detection. We present two feasible strategies (TERR and
IBI) introduced in Appendix



Neural Cleanse [57] uses Mean Absolute Deviation (MAD)
for anomaly detection to identify the true backdoor trigger,
assuming it is significantly smaller than other potential triggers
causing misclassification. It calculates an anomaly index for
each label, flagging labels with an index exceeding 2 as
backdoored. According to Table [VII, Neural Cleanse can easily
detect most of our backdoor models. However, the adaptive
attack strategies described above can effectively evade its
detection. Specifically, both the TERR and IBI strategies ef-
fectively reduce the anomaly index of the target label, thereby
bypass Neural Cleanse’s detection for the target label.

UMD [60] tackles X2X backdoor attacks by identifying ad-
versarial class pairs, such as (0, 1), where data from class O
is misclassified as class 1. For a task with n classes, there are
n X n possible pairs. UMD introduces a transferability metric
to measure how well a reverse-engineered trigger for one
pair can attack other pairs. Using this metric, UMD clusters
and selects potential backdoor class pairs. Finally, it outputs
a list of suspicious class pairs along with scores indicating
their likelihood of backdoor behavior. The experimental results
are presented in Table Without employing any specific
evasion strategies, UMD successfully identifies backdoor pairs
in four out of nine settings. Notably, UMD detects all back-
door pairs for ResNet-18 models trained on CIFAR-10 and
CIFAR-100. However, since the detection scores do not exceed
the predefined threshold, these pairs cannot be classified as
backdoors. For the VGG-16 model trained on Tiny-ImageNet,
UMD generates a score far exceeding the threshold (8.00).
Nevertheless, the detected backdoor pairs fail to include the
target backdoor label, resulting in incorrect judgments. When
adaptive attack strategies are employed, UMD’s ability to
detect backdoors is significantly diminished. Specifically, after
applying the TERR and IBI strategies, UMD either reduces
the scores for previously identified backdoor labels or entirely
fails to identify all implanted backdoor pairs.

E. More Complex Trigger Designs

To address the limitations of simplistic and easily de-
tectable BadNet triggers, we evaluate QURA against more
sophisticated designs: dynamic input-dependent triggers [66]],
frequency-domain triggers [67]], and cross-lingual triggers for
NLP [68]. These enable assessment under more complex and
stealthy attack scenarios. We present the results for the CIFAR-
10 and SST-2 datasets here and include the remaining results
in the supplementary material.

As discussed in the threat model, our attack only assumes
access to a calibration dataset which is small, unlabeled,
and inaccessible to external attackers. Such constraints bring
inherent difficulties for dynamic trigger which in general needs
access to the semantic information of the target task (to
generate input-dependent triggers) and the ability to perform
training to optimize a trigger generator [66], without which,
the attacker cannot align trigger patterns with input features,
rendering dynamic backdoors fundamentally challenging un-
der our threat model. As shown in Table even assuming
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the attacker bypasses our constraints and uses auxiliary labeled
data to train a generator, dynamic triggers achieve only 14.48%
attack success rate without affecting cross-trigger samples.
The limited size of the calibration dataset and the lack of a
well-trained generator suppress the effectiveness of dynamic
triggers. Crucially, [66] relies on white-box access to training
data and model parameters, enabling the generator to learn
task-specific semantic patterns. In contrast, our threat model
(external attacker) explicitly excludes such access, establishing
a stricter yet more realistic scenario in which their approach
cannot be directly applied.

In addition, Tables and respectively showcase the
results for the frequency-domain triggers and cross-lingual
triggers (both feasible under our threat model). The find-
ings indicate that under these two more sophisticated attack
designs, QURA exhibits enhanced attack capability while
remaining significantly harder to detect with existing defense
mechanisms.

V. DISCUSSION

Limitations. QURA is less effective under 8-bit quantization
than 4-bit quantization due to the reduced range of weight
adjustments, which limits the attack’s manipulative capacity.
In general, an 8-bit quantization setting is sufficient to meet
the requirements of most use cases. However, on extremely
resource-constrained devices like IoT or ultra-low-power mi-
crocontrollers (with only hundreds of KB of memory and a
few MB of storage [69]]), 8-bit quantization is insufficient for
deploying models, existing work [70] proposes 4-bit or even 2-
bit quantization to meet these constraints. Similarly, for larger
models, such as large language models, 4-bit quantization has
gained significant traction due to its ability to balance perfor-
mance and efficiency [[71]], [18], [17]. Separately, experimental
results on transformer-based models like ViT and BERT
indicate that these architectures are inherently vulnerable to
adversarial attacks. Even under an 8-bit quantization, attackers
can achieve nearly 100% ASR while preserving the model’s
original performance.

Advantages. QURA is a non-training backdoor attack method
characterized by low insertion costs, requiring significantly
less data and computation time compared to traditional
training-based approaches. To the best of our knowledge,
QURA represents the first work to demonstrate how post-
training quantization (a critical step in model deployment)
can be exploited to implant backdoors. This finding raises
serious concerns about the trustworthiness of quantization
service providers and highlights the pressing need for stronger
oversight and regulation in this domain.

Defense. Most existing model defenses are designed for float-
format models and are thus not directly applicable to quantized
models in integer formats. For instance, trigger-inversion-
based detection methods are typically white-box approaches
that require access to gradients or activation values of the
target model. However, current tools do not directly support
gradient computation for quantized models [13]. Nevertheless,
there are still some straightforward methods to detect whether



TABLE VII: The results of target label under various attack strategies. Bold values of NC indicate models that Neural Cleanse
successfully identified as anomalies. For UMD, the detected backdoor pairs and their corresponding scores are presented in
No. pairs/scores. A pair is considered detected if its score exceeds a predefined threshold, which is indicated in bold.

Defense Strate ResNet-18 VGG-16 ViT
8Y CIFAR-10 CIFAR-100 Tiny-ImageNet CIFAR-10 CIFAR-100 Tiny-ImageNet CIFAR-10 CIFAR-100 Tiny-ImageNet
None 2.63 2.24 2.4 2.44 2.65 2.24 2.36 1.94 1.78
NC TERR 1.81 1.84 1.78 1.86 1.86 1.61 1.49 1.74 1.45
IBI 1.89 1.47 1.68 1.81 1.54 1.78 1.60 1.03 1.02
None 9/2.74 99/3.28 3/2.24 9/4.43 99/6.00 0/1.96 0/-0.11 99/8.38 199/3.43
UMD  TERR 6/0.96 6/3.40 2/0.84 9/3.15 99/2.86 0/2.10 0/1.51 99/1.73 0/3.11
IBI 9/1.79 99/1.49 2/2.11 0/2.55 99/3.26 0/8.00 2/-0.01 99/6.22 0/1.22

TABLE VIII: Dynamic trigger results. The Cross Trigger
Accuracy (CTA) represents the clean accuracy of samples im-
planted with dynamic triggers generated from other samples.

Model Qu.CA Ori.CTA Ori.ASR Qu.At_CA Qu.CTA Qu.ASR
ResNet-18 91.60  84.36 5.80 91.44 78.86 14.48
VGG-16  90.32  88.94 1.72 89.97 87.05 3.58
ViT 96.36  80.50 18.12 92.61 25.16 89.50

TABLE IX: Results of the frequency-domain trigger attack.

Model Qu.CA Ori.ASR Qu.At CA QuASR UMD TED/%
ResNet-18  91.60 1.01 91.49 98.07 0/2.03 550
VGG-16 90.32 7.93 89.38 96.20 0/-0.86  6.50
ViT 96.36 0.30 96.74 99.79  2/0.06 520
TABLE X: Results of the cross-lingual trigger attack. The

detected trigger is expected to consist of Chinese words.

Model Qu.CA Ori.ASR Qu.At_CA Qu.ASR DBS

BERT 80.36 15.56 77.51 99.53

“wedstrijd directed”

an attacker has manipulated rounding operations in quantized
models. For example, if the defender retains the original
float-format model, they could collect the weight differences
between the quantized and unquantized models and analyze
whether these discrepancies exceed expected quantization
noise levels or exhibit suspicious patterns.

VI. RELATED WORK

Model Integrity Attacks. Model integrity attacks seek to
compromise the consistency between a model’s behavior and
its intended design objectives under specific conditions. Ex-
isting approaches to such attacks can be broadly catego-
rized into three paradigms: adversarial input manipulation,
data poisoning, and parameter tampering. Adversarial input
attacks craft perturbed inputs that are imperceptibly different
from benign samples but cause erroneous predictions [72],
[73], [74], [75]. Data poisoning compromises model integrity
during training by injecting trigger-embedded samples into
the training dataset, often through untrusted third-party data
sources or corrupted annotations [54]], [76], [[77]. Parameter
tampering, meanwhile, directly alters the model’s weights to

embed backdoors, typically by modifying pre-trained models
before deployment [78]], [35]], [36].

Existing model integrity attacks primarily intervene in the
supply chain across the model’s lifecycle. These attacks ex-
ploit intermediate component, such as public datasets, pre-
trained models, open-source frameworks, and annotation tools,
to propagate malicious functionality into downstream sys-
tems. Data poisoning targets the data collection phase, while
parameter-based attacks often rely on compromised pre-trained
models distributed via open platforms. Code-poisoning at-
tacks, as referenced in [24)], [23]], compromise the models
by injecting malicious code to DL frameworks. Some recent
studies [33]], [36], [52] explored runtime backdoor attacks
by exploiting memory vulnerabilities [79] to flip model bits
during inference. While these attacks effectively cover the
data collection, training phases, and even runtime phase of
a model’s lifecycle, they largely overlook the risks associated
with the deployment phase. QURA represents the first sys-
tematic exploration of supply chain vulnerabilities specifically
at the model deployment stage. By uncovering previously
overlooked attack surfaces in this phase, it advances the
understanding of model integrity threats across the lifecycle.
Quantization-conditioned Attacks. Recent quantization-
based backdoor attack exploit rounding errors introduced
during quantization to activate hidden backdoors [12]], [13],
[21]], [22], where the backdoor is intentionally inserted during
training, accounting for post-quantization behavior. Specifi-
cally, these backdoors are designed to remain dormant in
released full-precision models but become active after the
model undergoes standard quantization. Although such attacks
can be highly stealthy and pose significant threats, they are vul-
nerable to certain defense mechanisms that interfere with the
rounding process during quantization [14]. These quantization-
conditioned backdoor attacks highlight the potential risks
associated with model deployment. However, they still depend
heavily on the model’s training process. In contrast, QURA
exclusively targets the quantization process, eliminating the
need for any modifications during training.

VII. CONCLUSION

In this paper, we propose QURA, a novel backdoor attack
that exploits quantization to embed backdoors without access
to training data. QURA operates during quantization using



only a small calibration dataset, enhancing the backdoor effect
by optimizing the rounding of selected weights. Experiments
show that QURA effectively implants backdoors while pre-
serving main-task performance, highlighting security risks in
the quantization process and the need for stronger defenses in
model deployment.

VIII. ETHICS STATEMENT

This work adheres to ethical guidelines in exploring back-
door insertion during model quantization. We follow respon-
sible disclosure practices: we include clear warnings in our
released code stating that the technology is strictly for aca-
demic research and defense evaluation. To mitigate abuse,
the project is distributed under a restrictive license (i.e.,
Hippocratic License), prohibiting unauthorized commercial
or deployment use. We provide a balanced risk assessment,
acknowledging the method’s feasibility in controlled settings
while emphasizing the high technical barriers and detection
risks that limit real-world attack deployability. Our goal is
to expose security vulnerabilities in quantized models and
strengthen community defenses.
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APPENDIX A
ADAPTIVE ATTACK STRATEGY

Trigger Effective Radius Reduction (TERR) Strategy. The
design of the TERR strategy is inspired by Gradient Shaping
[80]. To effectively bypass trigger-inversion-based defenses,
such as Neural Cleanse, Gradient Shaping introduces the
concept of the trigger effective radius, denoted as ry*. This
is mathematically defined as:

rit =min{e >0 | F(z:) # F(xs + m©®e€)}, xt € Dpg,

where r;* represents the smallest perturbation e within the
trigger-containing subspace that alters the model’s output. The
overall trigger effective radius r, is approximated by averaging
¢t over all backdoor samples in Dyg:

Tt
1 .
Ty RS —— Z rit.
"7 Dyl !

2t€Dpa

The experiments of Gradient Shaping reveal a significant
correlation between the trigger effective radius r; and the suc-
cess of backdoor detection. Smaller values of r; are associated
with a higher likelihood of evading detection, especially for
methods that rely on trigger inversion. To provide an intuitive
understanding of the role of r;, Fig [§] presents a toy example
illustrating the behavior of a gradient-based optimizer applied
to a piecewise linear function I(-) : [a, b] — [0, 1]. Within the
interval [a, b], the optimizer operates in a convex hull where
the global optimum is achieved. A point ¢ exists within this
convex hull such that I(¢) < I(z) for any = € [a,b]. The
width of the convex hull approximates 7, as it represents the
effective search space for optimization.

A wider convex hull facilitates the optimizer to locate the
global optimum ¢, corresponding to a larger r;. A narrower
convex hull constrains the search space, increasing the likeli-
hood of the optimizer becoming trapped in local optima out-
side the hull, which complicates the trigger inversion process.
Gradient Shaping reduces r; to bypass detection tools based on
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Fig. 8: TERR reduces the detection success rate by narrowing
the width of the desired convex hull, thereby increasing the
likelihood that trigger-inversion-based detection methods fall
into local optima outside the desired convex hull.

TABLE XI: L1 norm and corresponding anomaly index for
backdoor label 0 in Neural Cleanse. Neural Cleanse computes
the final anomaly index values using the L1 norm.

Label L1 Norm Anomaly Index
0 8.97 2.44
1 28.16 0.21
2 30.51 0.07
3 29.33 0.07
4 31.93 0.23
5 22.44 0.87
6 45.63 1.83
7 36.69 0.79
8 34.74 0.56
9 19.56 1.21

trigger inversion. Specifically, in addition to inserting poisoned
samples, it introduces a small number of perturbed trigger
samples labeled as clean. These perturbed trigger samples are
designed to interfere with the model’s classification process,
causing a conflict with normal trigger samples associated with
backdoor labels. As shown in Fig (8| after training, the values
of perturbed trigger points, located near the trigger point c (i.e.,
c=e), increase. This increase reduces the width of the convex
hull, which in turn decreases the effective radius of the trigger.
In our work, we adopt a similar strategy by augmenting the
backdoor dataset with perturbed trigger samples. For every
16 batches of the backdoor dataset, we include 1 batch of
augmented data, maintaining a balance that enhances model
robustness while preserving backdoor stealthiness.

Intrinsic Backdoor Implantation (IBI) Strategy. Neural
Cleanse computes the L1 norm for each label and measures the
absolute deviation from the median. The median absolute de-
viation (MAD) is used as a robust dispersion estimate, scaled
by 1.4826 to align with normal distribution assumptions. The
anomaly index, defined as the absolute deviation divided by the
scaled MAD, identifies backdoored labels. Values exceeding 2
indicate potential backdoors with over 95% confidence. Table
illustrates the L1 norm of inverse triggers for different
labels when the target backdoor label is set to 0. The L1 norm
for label O is significantly lower than for other labels, leading
to a large deviation between its absolute deviation and the
MAD, resulting in an anomaly index exceeding the threshold
of 2, flagging label 0 as potentially backdoored.
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TABLE XII: The ASR results of QURA on the ResNet-18
trained on the CIFAR-10 with varying dataset sizes. 2 x 32
means 2 batches of images, each batch contains 32 images.

Size 2x32  4x32 8x32 16x32 32x32 64x32
Qu.CA 91.72  91.74 91.46 91.60 91.69 91.57
Qu.At_ CA 91.33 9142 90.87 91.37 91.14 91.45
Qu.ASR 21.94  40.63 47.57 87.77 90.76 82.48
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(b) ResNet-34 with 4% conflicting weights in the first
26 layers and 5% in the rest.

Fig. 9: The addition of more layers (ResNet-18 — ResNet34)
does not reduce the difficulty of the attack.

The anomaly index is sensitive to variations of the L1-norm,
suggesting that we can adjust the detection by manipulating
the Ll-norm values. An adaptive attack strategy can be
devised to reduce the L1 norm of reverse-engineered triggers
for non-target labels. Specifically, this is achieved by embed-
ding backdoors into non-target labels, thereby lowering their
corresponding L1 norms and disrupting the Neural Cleanse’s
detection. In our experiments, for every 16 batches of the
backdoor dataset, we introduce several batches of backdoor
samples, where each batch is associated with a non-target
label. By incorporating these batches of non-target label data,
we aim to reduce the L1 Norm values of other labels. This re-
duction influences the computed anomaly index value, thereby
interfering with the judgment of Neural Cleanse.

APPENDIX B
REMAINING ABLATION STUDY RESULTS

We conduct further analysis on the effects of calibration
dataset size and model size. For these two experiments, we
discuss the relatively poor results for the ResNet-18 model
here, and provide the remaining results for VGG-16 and ViT
in the supplementary material available on GitHub.
Calibration Dataset Size. We investigate the impact of differ-
ent calibration data sizes on the effectiveness of the attack. As
shown in Table the ASR demonstrates a non-monotonic
trend as the dataset size increases, initially rising, reaching
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a peak, and then declining. Notably, a dataset size of only
1% achieves an ASR of 87.77%, which is nearly comparable
to the maximum ASR of 90.76%. Increasing the dataset size
beyond this point yields no significant improvement and, in
fact, results in an 8% decline in ASR. This phenomenon
can be attributed to our weight quantization method, which
categorizes weights into two types: direct quantization for
backdoor-relevant weights and training-based quantization for
the remaining weights. With a smaller dataset, increasing the
size helps the weight selection phase more effectively identify
backdoor-related weights and apply direct quantization. How-
ever, as the data size continues to grow, the weight selection
process stabilizes, while the training-based quantization phase
incorporates more clean datasets and thus takes more time
to converge. The model becomes more inclined to learning
normal features during training, thus reducing the backdoor
attack success rate.

Model Size. To investigate the impact of model size on the
effectiveness of QURA, we conducted experiments using the
ResNet-34 model. As shown in Fig Da for the CIFAR-10
task, increasing the number of model layers, from ResNet-
18 to ResNet-34, results in a decrease in the attack success
rate (i.e., from 87.77% to 70.76%) under the same settings.
This decrease in attack performance can be attributed to the
residual structure of the ResNet model. Unlike VGG models,
which process all layers sequentially, ResNet models utilize
skip connections that bypass certain layers. These skip con-
nections diminish the influence of backdoor-related weights in
subsequent layers [81]], [82]. This effect is further amplified
during the training quantization phase, where only accuracy
loss is considered, leading to a further reduction in the attack
success rate.

As shown in Fig[9a] under a 3% conflicting weight rate, the
model exhibits a clear downward trend in the final layers. This
indicates a significant conflict between the accuracy objective
and the backdoor objective in these layers, with the accuracy
objective dominating the optimization process. To maintain a
high ASR, it is necessary to increase the conflicting weight
rate in these layers to achieve a better balance between the
two objectives. Our experiments show that the ASR curve
becomes nearly flat when the rate of final 10 layers is increased
to 5%, suggesting a stabilized backdoor influence. However,
adjusting only the final layers is insufficient to drive the ASR
close to 100%. Therefore, we further increase the conflicting
weight rate in the first 26 layers to 4%, which strengthens the
propagation of the backdoor signal throughout the network and
ultimately boosts the overall ASR. These adjustments resulted
in an ASR of 86.86% with a performance loss of only 2.12%.

APPENDIX C
DEFENSE

TED [65] detects backdoors by monitoring the evolution of
“neighborhood relationships™” as samples propagate through a
neural network. Benign samples maintain stable proximity to
their class throughout propagation, yielding consistent nearest-
neighbor rankings. In contrast, malicious samples with back-



TABLE XIII: The classification accuracy of TED for malicious
inputs and MNTD for malicious models.

Model Dataset TED/%  MNTD/%
CIFAR-10 9.90 26.00
ResNet-18  CIFAR-100 62.56 29.00
Tiny-ImageNet 5.82 62.00
CIFAR-10 4.00 34.00
VGG-16 CIFAR-100 25.16 22.00
Tiny-ImageNet 0.02 2.00
CIFAR-10 64.80 41.00
ViT CIFAR-10 92.94 13.00
Tiny-ImageNet 43.88 8.00
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Fig. 10: Topological feature vectors of attacked ResNet-18
model trained on CIFAR-10.

doors initially resemble their original class but abruptly shift
toward the target class during propagation, causing significant
ranking fluctuations. TED captures these trajectory changes
and uses simple anomaly detection to identify malicious
samples with abnormal patterns, enabling backdoor detection.

Table presents the detection results of TED, revealing

that it does not perform well across most settings. Fig
shows the metric results for our backdoored ResNet-18 model
trained on CIFAR-10 (results of other settings are provided
in the supplementary material). It can be observed that the
difference between samples containing the victim trigger (VT)
and those with no trigger (NoT) is minimal, making it difficult
for TED to detect all VT samples. This may be attributed to
QURA'’s layer-wise rounding manipulations, which distribute
the influence of backdoor samples across all layers, creating
feature differences compared to traditional training-based at-
tack methods.
MNTD [56] uses 2% of the training data to train both
clean and backdoored shadow models. Subsequently, a binary
classifier is trained to distinguish between clean and backdoor
patterns identified in these shadow models.

We conducted experiments on the CIFAR-10 dataset using
VGG-16, generating 100 backdoor models by injecting our
backdoor into 100 clean test models provided by MNTD.
Following MNTD’s default experimental settings, we used
the meta-classifier released by MNTD to detect backdoored
models among the 100 generated models. The maximum
detection accuracy reached only 62%, indicating that MNTD
struggles to detect QURA effectively. This low detection
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TABLE XIV: Attack results on ImageNet-trained models.

Model Ori.CA Qu.CA Ori.ASR Qu.At_CA Qu.ASR
ResNet-18  69.76  56.66 0.34 64.02 99.84
VGG-16 71.57  69.02 13.47 70.16 100.00
ViT 81.09 76.50 4.52 76.99 99.99

accuracy is due to differences in the feature representations of
the backdoors. Our backdoor injection method leverages small
rounding errors during the quantization process, introducing
minor shifts from the clean models (before quantization).
These shifts result in a backdoor feature distribution that
differs from those created by traditional injection methods.
DBS [59]] is a backdoor inversion method for NLP tasks that
employs a dynamically decreasing temperature coefficient in
the softmax function to create evolving loss landscapes. It
begins with a high temperature, enabling exploration in a large
optimization zone (OZ). As the temperature decreases, the loss
landscape becomes more focused, guiding the optimization
process toward the ground truth trigger. This dynamic adjust-
ment helps balance exploration and exploitation, leading to
more effective backdoor trigger generation.

We conducted experiments on six NLP datasets (refer to the
supplementary material for complete results). Although DBS
successfully identifies the “kidding” token in some datasets,
it struggles to recover the full “kidding me!” phrase. Upon
further investigation, we found that the BERT model used in
the DBS evaluation stores the transformer and classifier com-
ponents separately. Specifically, DBS feeds the output from the
transformer into both the backdoor and benign classifiers to
invert the trigger, without modifying the transformer layers.
As a result, DBS is more sensitive to backdoors implanted
in the classifier layers. In contrast, our method implants the
backdoor directly into the transformer layers, primarily in the
earlier layers. This direct implantation modifies the internal
representations of the model earlier in the processing pipeline,
making it more challenging for trigger inversion methods that
focus on output layer probabilities, such as the temperature-
based search algorithm used by DBS. Consequently, our
approach demonstrates a different vulnerability, which makes
the trigger inversion process more complex compared to DBS.

APPENDIX D
FUTHER EXPERIMENTS ON REAL-WORLD DATASET

To demonstrate the real-world applicability of QURA, we
conducted additional experiments using ImageNet-trained de-
ployable models provided by Qualcomm Enterprise, which are
openly accessible on Hugging Face [83]]. The results for these
models are presented in Table Experimental results show
that QURA-quantized models not only maintain higher clean
accuracy than standard quantization but also achieve ASR
close to 100%. This confirms that QURA retains its attack
efficacy even when applied to models pre-trained on large-
scale datasets.
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