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abstract

Fuzzing is popular for bug detection and vulnerability discovery nowadays. To adopt
fuzzing for concurrency problems like data races, several recent concurrency fuzzing
approaches consider concurrency information of program execution, and explore
thread interleavings by affecting thread scheduling at runtime. However, these
approaches are still limited in data-race detection. On the one hand, they fail to
consider the execution contexts of thread interleavings, which can miss real data
races in specific runtime contexts. On the other hand, they perform random thread-
interleaving exploration, which frequently repeats already covered thread

interleavings and misses many infrequent thread interleavings.

In this paper, we develop a novel concurrency fuzzing framework named CONZZER, to
effectively explore thread interleavings and detect hard-to-find data races. The core
of CONZZER is a context-sensitive and directional concurrency fuzzing approach for
thread-interleaving exploration, with two new techniques. First, to ensure context
sensitivity, we propose a new concurrency-coverage metric, concurrent call pair, to
describe thread interleavings with runtime calling contexts. Second, to directionally
explore thread interleavings, we propose an adjacency-directed mutation to generate
new possible thread interleavings with already covered thread interleavings and then
use a breakpoint-control method to attempt to actually cover them at runtime. With
these two techniques, this concurrency fuzzing approach can effectively cover
infrequent thread interleavings with concrete context information, to help discover
hard-to-find data races. We have evaluated CONZZER on 8 user-level applications and
4 kernel-level filesystems, and found 95 real data races. We identify 75 of these data
races to be harmful and send them to related developers, and 44 have been
confirmed. We also compare CONZZER to existing fuzzing tools, and CONZZER
continuously explores more thread interleavings and finds many real data races

missed by these tools.
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Research Problem

Existing fuzzing approaches are limited in detecting concurrency problems like data races. On one hand, they fail to consider
the execution contexts of thread interleavings. On the other hand, they lack effective techniques to perform thread-
interleaving exploration. In this paper, we propose a concurrency fuzzing framework named CONZZER which performs context-
sensitive and directional thread-interleaving exploration for data-race detection.

ion

Introdu

Data races can cause critical security problems like privilege escalation. To detect data races, many developers utilize fuzzing
tools with data-race checkers to test concurrent programs. However, existing fuzzing approaches are limited in race detection.
First, they use context-insensitive coverage metrics as fuzzing feedback and thus miss many deep data races that occur only in
specific runtime contexts. Second, they perform random thread-interleaving exploration which is indicated to be inefficient.

To solve these limitations, we present CONZZER, a concurrency fuzzing framework that can explore infrequent thread
interleavings and detect hard-to-find data races. CONZZER uses a new concurrency coverage metric, concurrent call pair, to
describe thread interleavings with their runtime calling contexts as fuzzing feedback. Moreover, CONZZER incorporates
adjacency-directed mutation and deterministic breakpoint control to perform directional thread-interleaving exploration.

Methodology
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Testing results
¥' CONZZER finds 95 (75 harmful) data races in 12 programs. CONZZER vs. existing fuzzer (AFL++, Syzkaller, inst-pair-fuzzer):
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v’ Covers 88%, 118% and 58% more thread interleavings.
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® Existing fuzzers are limited in testing concurrent programs.
® We design a new concurrency fuzzing framework named
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Harmful race in the jfs filesystem Growth or;’mzovered concurrent cg’rlepairs CONZZER' which can effeCtively cover infrequent thread
) interleavings and detect hard-to-find data races.
¥ Many found data races cause severe security problems. ® CONZZER finds many harmful data races in both user-level

v" CONZZER covers 19% more thread interleavings than the

applications and kernel-level filesystems.
method performing random-delay injection.
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